**Q: What is the difference between object.create and new keyword, when we use for creating an object?**

**Ans:** The difference is when we use Object.create method for creating an object; we cannot access those properties that defined inside prototype constructor. It is because prototype’s constructor function does not get call at all.  
  
See below example, buddy object cannot access pupper property that is defined into Dog Prototype. But at the same time, maddie object can access that property.

**Ex 1)**function Dog(){

this.pupper = 'Pupper';

};

Dog.prototype.pupperino = 'Pups.';

var maddie = new Dog();

var buddy = Object.create(Dog.prototype);

//Using Object.create()

console.log(buddy.pupper); // \*\*Output is undefined

console.log(buddy.pupperino); // Output is Pups

//Using New Keyword

console.log(maddie.pupper); // Output is Pupper

console.log(maddie.pupperino); // Output is Pups

Notice the output of buddy.pupper is undefined. Even though Object.create() sets its prototype to Dog, buddy does not have access to this.pupper in the constructor. This is due to the important difference that new Dog actually runs constructor code, whereas Object.create will not execute the constructor code.  
  
  
  
**Ex 2)**  
const Foo = function() {

this.greet = 'Hello world!';

}

Foo.prototype.greeting = function() {

console.log('I want to say: ' + this.greet);

};

const bar = new Foo();

const baz = Object.create(Foo.prototype);

bar.greeting(); // prints 'I want to say: Hello world!'

baz.greeting(); // prints `I want to say: undefined`

**output:**

**I want to say: Hello world!**

**I want to say: undefined**

**------------------------------------------------------------------------------------------------------------------------------------------------**

**Q: What is difference between Single Page Apps vs multiple/ conventional Web Applications ?  
Ans:  
Single-Page Application:**

A single-page application is an app that works inside a browser and does not require page reloading during use. You are using this type of applications every day. These are, for instance: Gmail, Google Maps, Facebook or GitHub.  
SPA has two primary features; no page reloads & no extra wait time. It is just one web page that you visit which then loads all other content using JavaScript — which they heavily depend on.

**\*\*Cons of the Single-Page Application:**

It is very tricky and not an easy task to make SEO optimization of a Single-Page Application. Its content is loaded by AJAX (Asynchronous JavaScript and XML) — a method of exchanging data and updating in the application without refreshing the page.

It requires JavaScript to be present and enabled. If any user disables JavaScript in his or her browser, it won’t be possible to present application and its actions in a correct way.

Multi-Page Application

Multiple-page applications work in a “traditional” way. Every change e.g. display the data or submit data back to server requests rendering a new page from the server in the browser. These applications are large, bigger than SPAs because they need to be. Due to the amount of content, these applications have many levels of UI. Luckily, it’s not a problem anymore. Thanks to AJAX, we don’t have to worry that big and complex applications have to transfer a lot of data between server and browser. That solution improves and it allows to refresh only particular parts of the application. On the other hand, it adds more complexity and it is more difficult to develop than a single-page application.

Pros of the Multiple-Page Application:

Very good and easy for proper SEO management. It gives better chances to rank for different keywords since an application can be optimized for one keyword per page.

**------------------------------------------------------------------------------------------------**

**Q: What is Prototypal inheritance?**

In JavaScript, every object have a special hidden property, that is either null or references to another object. That property is called “a prototype”:

**When we want to read a property from object, and it’s missing, JavaScript automatically takes it from the prototype. In programming, such taking from prototype property, is called as “prototypal inheritance”.**

The property [[Prototype]] is internal and hidden, but there are many ways to set it.

One of them is to use \_\_proto\_\_, like this:

let animal = {

eats: true

};

let rabbit = {

jumps: true

};

rabbit.\_\_proto\_\_ = animal; /\* since animal is just an object literal, do not use new keyword, if it is constructor, then we can use new \*/  
alert(rabbit.eats) // true

Please note that \_\_proto\_\_ is not the same as [[Prototype]]. That’s a getter/setter for it.

If we look for a property in rabbit, and it’s missing, JavaScript automatically takes it from animal.

In above example, when alert tries to read property rabbit.eats (\*\*), it’s not in rabbit, so JavaScript follows the [[Prototype]]reference and finds it in animal (look from the bottom up):

Here we can say that "animal is the prototype of rabbit" or "rabbit prototypally inherits from animal".

So if animal has a lot of useful properties and methods, then they become automatically available in rabbit. Such properties are called “inherited”.

* **Imp Note:**  
  If we call obj.method(), and the method is taken from the prototype, ‘**this**' still references obj. So methods always work with the **current object** even if they are inherited.

# --------------------------------------------------------------------------------------

**Q: What is Class inheritance?**Ans: One class can inherit another class. To inherit from another class, we use "extends" keyword.

Here Rabbit inherits from Animal:

class Animal {

constructor(name) {

this.speed = 0;

this.name = name;

}

run(speed) {

this.speed += speed;

alert(`${this.name} runs with speed ${this.speed}.`);

}

stop() {

this.speed = 0;

alert(`${this.name} stopped.`);

}

}

// Inherit from Animal

class Rabbit extends Animal {

hide() {

alert(`${this.name} hides!`);

}

}

let rabbit = new Rabbit("White Rabbit");

rabbit.run(5); // White Rabbit runs with speed 5.

rabbit.hide(); // White Rabbit hides!

## The extends keyword actually adds a [[Prototype]] reference from  Rabbit.prototype  to  Animal.prototype .

## ------------------------------------------------------------------------------------------------------------------------------------------------

## Q: What is method overriding?

If a class inherits a method from its superclass, then there is a chance to override the method declared in super class by declaring the same method in subclass.

In object-oriented terms, overriding means to override the functionality of an existing method.  
  
Suppose we have super class animal and subclass Rabbit, then Rabbit will inherit all the methods declared in animal. Let’s say we have stop method in our super class. That method will be inherited by Rabbit.  
  
But if we declare stop method in Rabbit too, then it will be used instead. Means stop method in Rabbit will override the stop method available in animal class. This is called as method overriding.  
  
But usually we don’t want to totally replace a parent method, but rather to build on top of it, or extend its functionality. We do something in our method, but call the parent method before/after it or in the process. Classes provide "super"  keyword for that. In subclass method, we need to call super class method as follows:  
  
A) calling super class method in subclass method:

# Syntax: super.*parentMethod*(…);

# Note: this statement needs to be written in subclass method

# B) calling super class constructor in subclass constructor:

# Syntax: super(…);

# Note: this statement needs to be written in subclass constructor

# ------------------------------------------------------------------------------------------------------------------------

**Q: Explain super keyword?**The **super** keyword is used to access and call Super class methods in subclass method. Often we need to extend functionality of superclass method or reuse super class method in subclass, in such cases we can use **super** keyword.

In below example, you will find in subclass annualSalary method, we are calling super class annualSalary method.

class emp {

constructor(name, monthlySal) {

this.name = name;

this.annualSal = monthlySal \* 12;

}

annualSalary() {

alert(`you are in superclass`);  
 alert(`Employee name is ${this.name}.`);

alert(`Annual salary is ${this.annualSal}.`);

}

}

class amol extends emp {

annualSalary() {

super.annualSalary(); // call parent annualSalary

alert("now you are in subclass");

}

}

let amolObj = new amol("Amol Mali", 50000);

amolObj.annualSalary();

# Output: you are in superclass Employee name is Amol Mali. Annual salary is 600000 now you are in subclass Note: we can call parent constructor too, in subclass using super keyword.

# --------------------------------------------------------------------------------------

# JavaScript Hoisting:

# In many programming languages, we can use any variable after its declaration. If we try to use any variable before its declaration, we get error. For Ex: in C programming, suppose we need to use variable x in our program, in that case, 1) we have to declare a variable with its type like int x, int stands for integer type 2) Then we need to assign value to x, let’s say, x = 5 3) Now we can use value of variable x in our code. *Not acceptable: x = 5 // data type should be declared printf(x)*

# *acceptable: int x = 5; printf(x) But In JavaScript, a variable can be declared after it has been used.* This process is called as JavaScript Hoisting. Hoisting is a JavaScript mechanism where variables and function declarations are moved to the top of their scope before code execution. JavaScript Declarations are hoisted:

# Example 1

# x = 5;  // Assign 5 to x; we are not declaring x, immediately setting the value console.log(x) // 5 var x; // Declare x, without declaration will also output the same Output: 5

### Example 2: What would be the output?

var x = 5; // Assign 5 to x

function myFunction(){

console.log(x);

var x = 15;

}  
myFunction();

Output: undefined

## We have assigned value 5 in global scope and 15 in function scope still Output is undefined. It is neither 5 nor 15, its because in function scope, we have assigned value to X after we have used it. So at top of the function it will be x = undefined. Hence we are getting value of x is undefined. And remember, if we remove var x= 15 from function or if we remove var keyword from function block , we will get value 5, declared in global scope.

## Declare Your Variables at the top!

JavaScript in ‘strict mode’ does not allow variables to be used if they are not declared.

[Hoisting functions](https://scotch.io/tutorials/understanding-hoisting-in-javascript#toc-hoisting-functions):

Function declarations can be hoisted completely to the top.   
  
Ex:

hoisted();

function hoisted(){

console.log('we are calling this function before its declaration')

}

Output: we are calling this function before its declaration

\*\*\*However function expressions cannot be hoisted,

hoisted();

var hoisted = function(){

console.log('we are calling this function before its declaration')

}  
  
output:

Error: hoisted is not a function

**Note:** Inner functions are hoisted at the top of **its outer function**; they will not hoisted at the top of the file. This happen because function scope feature available in JavaScript.

------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

Q: Event Propagation means?

Event Propagation means calling all the listeners for the given event type, all the way up or down. Either it starts with innermost element and then propagated to outer elements [i.e. event bubbling] or it starts with outermost element and then propagated to inner elements [i.e. event capturing]

Event bubbling and capturing are two ways of event propagation in the HTML DOM.

Q: What is Event Bubbling?

With Event bubbling, the event is first captured and handled by the innermost element and then same event propagated to outer elements.

For Ex:  
<!DOCTYPE html>

**<html lang="en" onclick="alert('html')">**

<head>

<meta charset="UTF-8">

<title>Event Bubbling</title>

<style>

body \* {

margin: 10px;

border: 1px solid blue;

}

</style>

</head>

<body onclick="alert('body')">

<form onclick="alert('form')">FORM

<div onclick="alert('div')">DIV

<p onclick="alert('p')">P</p>

</div>

</form>

</body>

</html>

**Output:**   
A click on the inner <p> first runs onclick:

1. On that <p>.
2. Then on the outer <div>.
3. Then on the outer <form>.
4. Then on the body tag.

And finally on html tag

--------------------------------------------------------------------------------------------------------------------------------------------------  
  
Q: How can we stop event bubbling?  
A bubbling event starts from the target element and it goes upwards until it reach to <html> element.

But we can stop this bubbling by using **event.stopPropagation()** method, event.stopPropagation() is simply mean don’t go upward.

For instance, here body.onclick doesn’t work if you click on <button>:

<body onclick="alert(`body clicked`)">

<button onclick="event.stopPropagation()">Click me</button>

</body>

Ex 2) Persistent interview que:  
<body>

<style>

body \* {

margin: 10px;

border: 1px solid blue;

}

</style>

<div onclick="this.style.backgroundColor='red'; event.stopPropagation()">Div 1

<div onclick="this.style.backgroundColor='green'; event.stopPropagation()">Div 2

<div onclick="this.style.backgroundColor='blue'; event.stopPropagation()">Div 3

</div>

</div>

</div>

</body>

------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

Q: What is Event Capturing?

With bubbling, the event is first captured and handled by the innermost element and then propagated to outer elements.

With capturing, the event is first captured by the outermost element and propagated to the inner elements.

Capturing is also called "trickling", which helps remember the propagation order:

<style>

body \* {

margin: 10px;

border: 1px solid blue;

}

</style>

<form>FORM

<div>DIV

<p>P</p>

</div>

</form>

<script>

for(let elem of document.querySelectorAll('\*')) {

elem.addEventListener("click", e => alert(`Capturing: ${elem.tagName}`), true);

}

</script>

Note: if we remove true that is third argument of addEventListener, event bubbling will get occur. It simply means there is only one difference calling event bubbling and capturing, that is third argument. If we pass third argument as true, event capture will run otherwise event bubbling will get executed by JavaScript. If we are not passing third argument, event bubbling will get executed; because by default third argument is false.

--------------------------------------------------------------------------------------------------------------

Q: How can we re-use variables defined in one function into another function?

Ans: We have to inherit one constructor function whose variables are inherited by another constructor as follows:

const A = function(x,y){

A.prototype.x = x;

A.prototype.y = y;

};

const B = function(){};

B.prototype = Object.create(A.prototype); // “B.prototype = new A”; is also acceptable

B.prototype.print = function(){

console.log(this.x); /\* since print is method of B, ‘this’ points to B, \*/

console.log(this.y);

};

const Aobj = new A(10,20);

const Bobj = new B();

Bobj.print()

Output:

10

20

Note: this.x and this.y in print method of constructor B, points to B. Since B does not have these variables, and B inheriting A constructor, B is taking those values from A. But if B contains those variables inside itself, in that case, B will not look for those variables inside A.  
  
Check below example wherein you will find local variable x and y is already available in B, so B is not going to take those values from A.   
--------------------------------------------------------------------------------------  
Q: What would be the output?

const A = function(x,y){

A.prototype.x = x;

A.prototype.y = y;

/\* remember, we are reusing x and y inside function b so in A’s constructor block we need to define these vars, outside the constructor block it won’t work \*/

};

const B = function(x,y){

this.x = x;

this.y=y;

};

B.prototype = Object.create(A.prototype); // “B.prototype = new A”; is also acceptable

B.prototype.print = function(){

console.log(this.x);

console.log(this.y);

};

const Aobj = new A(10,20);

const Bobj = new B(100,200);

Bobj.print()

Output:  
100

200

--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**Q: How can we debug any JS code?  
Ans:** Debugging is the process of testing, finding, and reducing bugs (errors) in computer programs.

**A) Use console.log or alert window to display the variable’s value at certain point**

**B) Setting Breakpoints:**

**1) In chrome, right click on page, select inspect element or press f12, then choose sources tab and open your file, where your code is written**

**2) Then set up a breakpoint by clicking on line numbers**

**3) Then on right you will find watch option, click on it, you will find plus icon, click on it then there you can enter variable name for which you want to check value at certain breakpoint.**

**4) If there are multiple variables you want to check at different breakpoints, at watch you need to add them**

**5) If multiple breakpoints are there then click on ‘resume script execution/f8' or step over next function call/f10**

**C) use debugger keyword:  
If you want to see value of any variable at certain point, write debugger keyword at that point in your code and use watch to see the value of variable to that point.**

**D) Try all the sizes using toggle device mode:   
Many a times we need to check our code at different resolutions. We cannot have every single mobile device on our desk then how can we overcome this issue? Chrome helps you with this. Open your inspector and click the ‘toggle device mode’ button. Watch your media queries come to life! There you can see your JS working or not like through JS if you are converting your navigation bar with hamburger icon and toggling the menus inside it.  
----------------------------------------------------------**

## ****Q: Best practices of writing good JS Code? OR Q: How to improve performance of your JS code** Ans:** 1) Avoid Global Variables

This includes all data types, objects, and functions.

Global variables and functions can be overwritten by other scripts.

Use local variables instead, and use closures as much as possible.

## 2) Always Declare Local Variables

All variables used in a function should be declared as **local** variables.

Local variables **must** be declared with the **var**keyword, otherwise they will become global variables. Remember variable declared within function without var keyword become global.

Strict mode does not allow undeclared variables.

## 3) Declarations on Top

It is a good coding practice to put all declarations at the top of each script or function.

This will:

* Give cleaner code
* Provide a single place to look for local variables
* Make it easier to avoid unwanted (implied) global variables
* Reduce the possibility of unwanted re-declarations

For Ex:   
/ Declare variables at the beginning  
var firstName, lastName, price, discount, fullPrice;  
  
// Use later  
firstName = "John";  
lastName = "Doe";

## 4) Initialize Variables

It is a good coding practice to initialize variables when you declare them.

This will:

* Give cleaner code
* Provide a single place to initialize variables
* Avoid undefined values

## 5) Don't Use new Object():

## It’s because if we assign value using new keyword, its type will be ‘object’ in all the cases:

Always treat numbers, strings, or booleans as primitive values. Not as objects.

### Example

var x = "John";              // typeof x return string  
var y = new String("John"); // typeof y return object\*\*  
(x === y) // is false because x is a string and y is an object.  
Below is also worse case, it’s because x and y both are treated as objects and we may expect them to be treated as string/primitive values.  
var x = new String("John");               
var y = new String("John");  
(x == y) /\* is false because you compare two objects & they are at different memory locations. \*/

* Use "" instead of new String()
* Use 0 instead of new Number()
* Use false instead of new Boolean()
* Use [] instead of new Array()
* Use /()/ instead of new RegExp()
* Use function (){} instead of new Function()
* Use {} Instead of New Object()

## 6) Beware of Automatic Type Conversions/ type juggling

Beware that numbers can accidentally be converted to strings or NaN (Not a Number).

JavaScript is loosely typed/ dynamically typed language. A variable can contain different data types, and a variable can change its data type:

### Example

var x = "Hello";     // typeof x is a string  
x = 5;               // changes typeof x to a number

x = x + ‘’ // again x is string

## 7) Use === Comparison

The == comparison operator always converts (to matching types) before comparison.

The === operator forces comparison of values and type.

## 8) Use Parameter Defaults

If a function is called with a missing argument, the value of the missing argument is set to **undefined**.

Undefined values can break your code. It is a good habit to assign default values to arguments.  
  
  
For Ex:  
function myFunction(x) {  
    if (x === undefined ) {  
       x = 10;

return x;  
  
    }  
}  
myFunction()  
Output: 10

## 9. Use curly braces to define block of code and always use semi-colons:

For Ex:  
  
var a = 1, x = 2;  
function callanother() {

console.log("you are in callanother")

}

if(a) /\* no curly braces here \*/

x = false

callanother()

Output:  
you are in callanother  
  
**\*\*\*One might think that the above code has interpreted correctly by the browser but browser interpretation will be as follows:**  
  
if(a) {

   x = false;

} //\*\*\* if block end here, this is the thing we must care about

callanother();

**\*\***We clearly see callanother function has called outside of **if block**. And we were assuming we are calling callanother from if block. Such situations can be painful in long term project and also they are hard to find quickly.

**10) If one time initialization is working fine then initialize variable or variables outside of the loop**  
if there are several iterations in the loop, it is always considered to be good practice that initializes your variables outside of the loop.

Bad practice of initializing the variable inside the for loop:  
<body>

<div class="container" id="container"></div>

<script>

var someArray = [1,2,3,4,5,6,7,8,9,10]; /\* array with 10 items \*/

for(var i = 0; i < someArray.length; i++) {

var container = document.getElementById('container'); /\* for loop will initialize this variable at 10 times \*/

container.innerHTML += "<br/>my number: " + i;

}

</script>

</body>  
  
**output:**Below texts will be appended to the element which has container id:  
my number: 0  
my number: 1  
my number: 2  
my number: 3  
my number: 4  
my number: 5  
my number: 6  
my number: 7  
my number: 8  
my number: 9  
  
Above for loop will initialize container variable 10 times which reduce our code performance. We can write in better way as follows:  
  
var container = document.getElementById('container'); // initialized only once

for(var i = 0, len = someArray.length; i < len;  i++) { code here }

## 11. Comment Your Code

It might seem unnecessary at first, but you must comment your code as best as possible. What happens when you return to the project months later, only to find that you can't easily remember what your line of thinking was? Or, what if one of your colleagues needs to revise your code? Always, always comment important sections of your code.

## 12. Long List of Variables? Omit the "Var" Keyword for each variable and Use Commas Instead

Bad:  
var someItem = 'some string';

var anotherItem = 'another string';

var oneMoreItem = 'one more string';

Better  
var someItem = 'some string',

anotherItem = 'another string',

oneMoreItem = 'one more string';

## 13) Raw JavaScript/Vanilla JavaScript Can Always Be Quicker than Using a Library For Ex: jQuery's "each" method is great for looping, but using a native "for" statement will always be an ounce quicker.

**14) Indent your code so it’s readable**

## 15) Remove "Language" attribute

Years ago, it wasn't uncommon to find the "language" attribute within script tags.

<script type="text/javascript" language="javascript"></script>  
However, this attribute has long since been deprecated; so leave it out.

16) Choose short but readable variable names:  
  
17) Use one global object to encapsulate any global variables you really need

18) Beware of ASI – automatic semi-colon insertions

-------------------------------------------------------------

Q: Explain any 3 CHALLENGES IN WEB APPLICATION DEVELOPMENT we often face?

***1) Performance perspective:*** The speed at which your website loads decides if it will be able to keep the visitors with it, or they will run away faster than your website’s loading speed: there are several ways through which we can improve loading speed of website like minimize http requests, compress your files using GZip, **Minify and combine css & JS files,** put css at top and JS at bottom, reduce your image sizes, enable cache, use CSS sprites, **specify image dimensions in html, use external stylesheets instead of @import etc.  
  
*2) Cross Browser support****:* For ex. Chrome supports input type number while firefox has not yet implemented it. Many newer browser version supports css pointer-events property but IE does not support.

**3) Client Window/viewport sizes**: your UI should be intact for all Screen Resolutions.

1. **IE, the big hurdle in UI development:** Making sure things look the same across all versions of Internet Explorer as they look in other browsers.

**---------------------------------------------------**

**What is RESTful API?**Ans: A RESTful API ([**Representational State Transfer)**](https://en.m.wikipedia.org/wiki/Representational_state_transfer)  is an application program interface ([API](http://searchexchange.techtarget.com/definition/application-program-interface)) that uses [HTTP](http://searchwindevelopment.techtarget.com/definition/HTTP) requests to GET, PUT, POST and DELETE data.

REST technology is an API that allows two software programs to communicate with each another.

## **--------------------------------------------------- filter() method in javascript (test-based):**

The filter() method creates an new array, filled with those array elements, that has passed in a certain test/condition. We need to specify our test in our callback function.

**Note:** filter() does not execute the function for array elements without values.

**Note:** filter() does not change the original array.  
  
Syntax: newArr = oldArr.filter(callback);

ex1: Return numbers from array that are greater than 17  
  
var ages = [32, 13, 18, 16, 40, 8, 88];

ages.filter(function(x) {

return x > 17;

});

Or define a separate callback function as follows: it’s similar as above code;

**var ages = [32, 13, 18, 16, 40, 8, 88];**

**function checkAdult(age) {**

**return age > 17; // test: age should be greater than 17**

**}**

**ages.filter(checkAdult); /\* checkAdult is a callback here \*/**

**Output: (4) [32, 18, 40, 88]/\* return new unnamed array with 4 elements, all elements are greater than or equal to 18 \*/**

# **\*\*You can store all new values in one array; just assign your filter expression to any variable you want.**

# ****Ex:**** How can we extract odd numbers from an array using filter function? **Ans: We are extracting odd values from ages array, and storing those odd values in newArr array. var ages = [33, 13, 18, 16, 40, 8, 88];**

# **function checkOdd (age) {**

# **return age % 2 != 0;**

# **}**

# **var newArr = ages.filter(checkOdd); /\* checkOdd is callback here \*/**

# **console.log(newArr)**

# ****Output: (2) [33, 13]** -----------------------------------------------------**

**map() method(operation-based):**The map() method calls the provided callback function once for each element in an array, from left to right order, and then creates a new array after performing some kind of operation on every element of original array. This means map creates new array that has same length as original array, means if 5 elements in original array then new array will also contain 5 elements.

**Note:** map() does not execute the function for array elements without values.

**Note:** map() does not change the original array.  
  
Syntax: newArr = oldArr.map(callback);

Ex 1) Return new array with double values available in original array

var array1 = [1, 4, 9, 16];

const map1 = array1.map(function(x){ return x \* 2 });

// const map1 = array1.map(x => x \* 2); // same as above

console.log(map1);  
Output: (4) [2, 8, 18, 32] // new Array with 4 new elements[2, 8, 18, 32]  
  
Imp Note:

1. map1 is a variable which will be new array created by map method..
2. parameter x is a variable which works as a iteration variable. It loops through the original array

**Ex 2 )** Return an array with the square root of all the values in the original array:

**var numbers = [4, 9, 16, 25,144];**

**console.log(numbers.map(Math.sqrt))**

**Output: (5) [2, 3, 4, 5, 12]**

**--------------------------------------------------**

**reduce( ) method(single-value-based):**  
The reduce() method reduces the array **to a single value**.

The reduce() method executes a provided function for each value of the array **(from left-to-right).**

**Ex 1)   
var numbers = [5, 4, 7, 10];**

**function getSum(total, num) {**

**return total + num;**

**}**

**function myFunction(item) {**

**return numbers.reduce(getSum);**

**}**

**var x = myFunction(getSum);**

**console.log(x)**

**Output: 26**

**--------------------------------------------------------------------------------------------------------------------------------------------------**

**Q: How can we create new image using javascript?  
Ans:**

The **Image()** constructor creates a new [HTMLImageElement](https://developer.mozilla.org/en-US/docs/Web/API/HTMLImageElement) instance.  
Ex:

var myImage = new Image(100, 200); //created instance for image element   
myImage.src = ‘dummyImage.jpg’ // image source here

document.body.appendChild(myImage) // add image to body element  
  
This would be the equivalent of defining the following HTML tag inside the [<body>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/body):  
<img width=”100” height=”200” src=’dummyImage.jpg’>

\*\*It is functionally equivalent to [**document.createElement('img')**](https://developer.mozilla.org/en-US/docs/Web/API/Document/createElement)

**--------------------------------------------------**

**Q: Add below 3 images dynamically to your webpage using callback …  
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**// relaxed.jpg will be shown on web-page correctly, paste this image in your system**

**Ans:  
  
<!DOCTYPE html>**

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<title>mastering callbacks</title>**

**<style>**

**img { display: block; width: 100%; margin-bottom: 15px; }**

**</style>**

**</head>**

**<body>**

**<h1>Adding 3 images dynamically using callback</h1>**

**<script>**

**var bears = ['1bear','polar-bear','relaxed'];**

**var count = bears.length;**

**bears = bears.map(function(bear) { /\* map iterates through bears array, 3 elements in bears array so callback will executed thrice, bear holds current element value \*/**

**var img = new Image(); /\* on every iteration of map method, we are creating instance for img element \*/**

**img.onload = function(){ /\* callback function, executing inside another function, on every img instance onload event, this will be called \*/**

**next();**

**}**

**img.src = bear + '.jpg';**

**/\* after ‘count-- ' statement execute, this statement will execute, it will assign value for src attribute of image we have creted at first line of map method \*/**

**console.log(img); // this will display all the img elements with src attributes   
  
return img;**

**/\* return statement will execute thrice it’s because map method will iterate thrice due to 3 items available in original bears array, and every return value will be assigned to bears itself, after map iteration over, img variable will contain three img element with their respective src attribute, at first iteration of map method, first image will be created, then at second iteration second image will be created and so on \*/**

**})**

**function next(){**

**count--; /\* after this statement, control will pass to map method where we set attribute value for the image, also it will check for below condition too.. \*/**

**if(count < 1) {**

**bears.forEach(function(bear) {**

**console.log(bear.width) // check image width**

**document.body.appendChild(bear); // append images to body**

**})**

**}**

**}**

**console.log(bears); /\* now bears is an new array created by map method which holds three img elements.. \*/**

**</script>**

**</body>**

**</html>**

**----------------------------------------------------**

**Q: What would be the output if we use plus operator between two different types?  
Ans:**

* Number + Number -> Addition , For ex 2 + 2 = 4 [type number]
* Boolean + Number -> Addition, For ex. true + 1 = 2 [type number]
* Number + String -> Concatenation, 2 + “2” = “22” [type string]
* String + Boolean -> Concatenation, “2” + true = “2true” [type string]
* String + String -> Concatenation, “2” + “2” = “22” [type string]

**-----------------------------------------------------  
  
Q: What will be the output?**

**function calculateSalary(){**

**return this.salary \* 12; /\* salary variable is not declared in function \*/**

**}**

**var empObj = {**

**Ename: "Amol",**

**salary: 40000,**

**AnnualSalary : calculateSalary /\* assigning calculateSalary function to AnnualSalary, calculateSalary is a function in global scope \*/**

**};**

**alert( empObj.Ename + " earns " + empObj.AnnualSalary() + " per annuam " )  
  
Output:  
Amol earns 480000 per annuam**

**Note:**

**1) calculateSalary function is in global scope so we can access it everywhere in our code**

**2)”*this*” points to current context hence *this* in AnnualSalary method will point to its parent object i.e. empObj.**

**3)\*\* calculateSalary is property of window object, it’s not property of empObj, so we cannot call empObj.calculateSalary();**

**-------------------------------------------------------------------  
  
Q: functions as array elements: how can we call functions declared as array element?  
Ans:**

**var arr = [];**

**function first() { /\* named function \*/**

**console.log("first function")**

**}**

**arr[0] = first; // assign function to array element**

**arr[1] = function(){ // function expression, assign unnamed function**

**console.log('Second function')**

**}**

**arr[2] = function(){**

**console.log('Third function')**

**}**

**for(var i=0; i<arr.length; i++) {**

**arr[i]();**

**}**

**Output:  
First function**

**Second function**

**Third function**

**--------------------------------------------------**

**Q: Assign anonymous function to outer function inside same outer function:  
  
function doSomething(a,b){**

**function displaySum(){**

**alert("Sum is:" + (a+b))**

**}**

**displaySum(); // calling displaySum**

**/\* assign anonymous function to outer function, this simply means after executing below statement, outer function will hold below value i.e. below anonymous function and it will forget all above statements \*/**

**doSomething = function(a,b) { // assign anonymous function to outer function**

**alert("difference is " + (a-b));**

**}**

**}**

**doSomething(10,20) // at first call, displaySum will get executed and JavaScript will //assign anonymous function to doSomething here**

**doSomething(10,20) // anonymous function will get executed now onwards**

**doSomething(100,150) // anonymous function will get executed**

**Output:  
Sum is:30**

**difference is -10**

**difference is -50**

**--------------------------------------------------**

**Q: Assign inner function to outer function inside same outer function:**

**function doSomething(a,b){**

**function displaySum(){**

**alert("Sum is:" + (a+b))**

**}**

**function displayMultiplication(){ // this will execute only once**

**alert("Multiplication is:" + (a\*b))**

**}**

**displaySum();**

**displayMultiplication(); // this will get call only once**

**doSomething = displaySum; // assign inner function to outer function**

**}**

**doSomething(10,20) //**

**doSomething(10,20) //**

**doSomething(100,150) //  
Output:  
Sum is:30  
Multiplication is:200**

**Sum is:30**

**Sum is:30**

**Q: function returning function  
function doSomething(a,b) { // outer function**

**function displaySum(){**

**console.log("Sum is " + (a+b).toString());**

**}**

**function displayDiff(){**

**console.log("Difference is " + (a-b).toString())**

**}**

**displaySum(); // it will execute displaySum function**

**return displayDiff; // it will execute displayDiff function, don’t use parenthesis**

**}**

**var a = doSomething(10, 20);**

**a();**

**Output:  
Sum is 30**

**Difference is -10**

**--------------------------------------------------**

**Q: Explain functions in JavaScript?**

1. **A function is block of executable code**
2. **Function gets executed when it gets called**
3. **Function can have parameters**
4. **Function can return values back**
5. **JavaScript functions can be loosely classified as the following::**

**a) Tradional way, called as function declarations:  
For Ex: function functionName() { function body }  
  
b) using function expressions:   
For Ex: var variableName = function(a,b) { function body }**

**6) Functions can be assigned to another variable,**

**For ex:**

**function doSomething(a,b) { function body }**

**var f = doSomething;**

**f(10,20);**

1. **The difference between function declaration and function expression is:  
   if we declare function using function declaration, that function we can call before its declaration. This process is called as function hoisting. But we cannot call function expression before its declaration.**
2. **Functions can be passed as an argument. We mainly use this technique in callbacks. Callback involves execute a function inside another function.**
3. **If we want function can invoke itself and execute immediately without waiting for calling anywhere, then we can use IIFE. IIFE stands for immediately invoked function expression.**

**------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------**

**Q: Explain Arrays in JavaScript?  
Ans:**

1. **Array is a variable which can hold multiple values in a single time.**

**2) We can access every item/ element in array using its index. Index means the position where the array element is actually stored. All indexes are numerical. Array index starts with zero means first element will always have index zero and second element will have index 1 and so on.**

**3) JavaScript array can hold multiple types of values, means within a array, we can store value that is associated with any type like number or string or Boolean or function etc. This facility is not available in another programming languages, we can store values associated with only one type.   
  
4) We use length property to get length of an array. Using length property and for loop we can display all elements of an array.**

**5) Associative arrays: Javascript arrays can have string-based/key-based indexes too; this means if we don’t need array with numerical indexes, we can assign string-based indexes to our arrays. Like emp[‘name’] = “amol”; here emp is array and name is its string-based-index. String-based-index is also known as its key. Such String-based-arrays are also called as Associative arrays.**

**6) through for-in loop, we can get all the keys available in associative array.  
  
For ex:  
var empdata = []**

**empdata['name'] = "amol"**

**empdata['salary'] = 45000;**

**for(key in empdata) {**

**console.log(key)**

**}**

**Output:**

**name**

**salary**

**------------------------------------------------------------------------------------------**

**Q: What would be the output below code will produce?  
  
Ans:**

**var empdata = []**

**empdata[3] = "amol" // value amol is stored at 3rd index**

**console.log(empdata.length);**

**console.log(empdata[0])  
console.log(empdata[1])**

**console.log(empdata[2])**

**Output:   
4 // array contains four elements with index 0, index 1, 2 and 3**

**undefined // we have not assigned any value for zero-indexed-element  
undefined // we have not assigned any value for first-indexed-element  
undefined // we have not assigned any value for second-indexed-element**

**---------------------------------------------------------------------------------**

**Q: Explain public and private members?  
Public members: Members with ‘this’ are accessible everywhere in your code. Means public variables can be accessible outside the object where they have declared.**

**Private members: Members with ‘var’ are accessible only within the object. Means private variables can be accessible only inside the object where they have declared.  
  
Ex:   
<script>  
var emp = function(empName, monthlySalary){**

**this.Ename = empName;**

**var salary = monthlySalary;**

**this.annualSalary = 0.0;**

**this.calcAnnualSal = function(){**

**this.annualSalary = salary \* 12;**

**}  
  
 var pvtmethod = function(){**

**console.log(salary) /\* remember private method can access private variable \*/**

**}**

**}**

**var empObj = new emp('amol', 40000);**

**console.log(empObj.annualSalary); // 0, default value is 0, public member**

**empObj.calcAnnualSal(); // calling calcAnnualSal method, public member**

**console.log(empObj.annualSalary); // 480,000, public member**

**console.log(empObj.salary); // undefined, private variable**

**console.log(empObj.Ename); // amol, public variable , accessible everywhere**

**console.log(empObj.pvtmethod()); //error: empObj.pvtmethod is not a function, its //because it is not accessible outside the object, within object we can access it/ call it, if we call private function within its object, in that case it will work**

**</script>**

**--------------------------------------------------  
  
Conditional Callbacks:  
Nested callbacks are used to execute a particular code/particular function, if certain condition is true. If condition is false then that code/ that function will not be executed.**

**<!DOCTYPE html>**

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<title>Magic of Nested Callbacks</title>**

**</head>**

**<body>**

**<script>**

**let students = [**

**{ name:"Mary", score: 90, school: "East" },**

**{ name:"James", score: 100, school: "East" },**

**{ name:"Steve", score: 40, school: "East" },**

**{ name:"Gabe", score: 88, school: "West" },**

**{ name:"Rachel", score: 85, school: "East" },**

**{ name:"Rodger", score: 95, school: "West" },**

**{ name:"Lary", score: 75, school: "East" }**

**];**

**/\* let processStudents = function(data, callback) { // this is also acceptable \*/**

**function processStudents (data, callback) {**

**for (let i=0; i<data.length; i++) {**

**if(data[i].school.toLowerCase() === 'east') {**

**if(typeof callback === 'function') { // you can specify any condition here like 1 < 2, if this condition is true only in that case, callback function will get executed/get called..  
 // console.log("a") // this will print 5 times 'a' because we have 5 iterations in array , 5 students // from East school, this means callback will get executed 5 times whenever we call it**

**callback(data[i]) // callback function called here and passing current**

**// array element**

**}**

**}**

**}**

**}**

**processStudents(students, function(obj) { // second paremeter is callback**

**// function**

**if(obj.score > 60) {**

**console.log(obj.name + " passed.")**

**}**

**});**

**let determineTotal = function() {**

**let total = 0,**

**count = 0;**

**processStudents(students, function(obj) { // second paremeter is callback**

**// function**

**total = total + obj.score;**

**count++;**

**});**

**console.log('Total score from EAST school is ' + total + " & Total Students are " + count);**

**}**

**determineTotal()**

**</script>**

**</body>**

**</html>**

**---------------------------------------------------------  
  
Q: What is callback hell? OR  
Q: What are nested callbacks? OR  
Q: Why promises are better than callbacks?  
Ans:**When using single-threaded asynchronous programming, there are two main helpful techniques, Promises and callbacks. The most common one is using callbacks.   
  
JavaScript Promises use callback functions actually to specify what to do after a Promise has been **resolved** or **rejected**, so the two are not fundamentally different. The main idea behind Promises is to take callbacks - especially nested callbacks where you want to perform a series of actions.

If a single callback versus a single promise is there, it's true there's no significant difference. It's when you have a zillion(zillion means an extremely large number of people or things) callbacks versus a zillion promises that the promise-based code tends to look much nicer.

**For ex: let’s say, in jQuery, we have 3 nested AJAX requests to fetch data from server, if first request is succeed then we are making second nested request using nested callback and if second request succeed then we are making third nested request using another nested callback. Since jQuery callback use $.ajax method to make ajax requests, we will have to write $.ajax and within $.ajax, we will have to put success and error methods. On success we will make another nested ajax request using nested callback. And on error, we will display appropriate error message. Means three success methods and 3 error methods nested in each other. This way we will find our code looks ugly and difficult to understand and hard to maintain. This process is called as ‘callback hell’.**

**But,  
By using promises, we can make our code nicer and maintainable than callback hell. Since Promises can be chained**, and chains can be extended at any time more easily. In Jquery promises, we use $.get method to make ajax request and then you can use then methods to achieve the same and every ‘then’ method will return some value(in this case, value will be the file path we are requesting from server) to next ‘then’ method. And if any error occurs you no need to throw error message for every request, only one error handler we can use to handle the error situation.   
  
 **So in short, promises are indeed better if multiple nested callbacks are there inside nested callbacks to avoid callback hell like situation, handling errors are very easy in promises and promises makes your code easy to understand, easy to testing and more maintainable.**  **----------------------------------------------------------**

**----------------------------------------------------------  
\*\*What is the difference between Synchronous & Asynchronous Programming?  
  
Synchronous Way:** **It waits for each operation to complete, after that, it executes the next operation**.   
  
See In below example, second function will not be executed until & unless first function has finished its execution and third function will not be executed until second function has finished its execution. It’s because in **Synchronous programming, operations are executed in sequential manner. We have called function first at very first and function third at very last thus function first will execute first and function third will execute at very last.**  
  
Ex:  
function first() {

return console.log("first")  
}  
function second() {

return console.log("second")

}

## function third() {

## return console.log("third")

## }

## first();

## second();

## third(); Output: first

## second

third  
  
**Asynchronous way:** It never waits for each operation to complete, rather it executes all operations in the first GO only. **The result of each operation will be handled once the result is available.**See in below example, you will see though we are calling function first at very first still function third and function second is executing before the function first. It’s because in asynchronous, one operation does not wait for another operation to complete. Those operations will execute first, that takes less time/duration than another. **Ex:**function first() {

setTimeout(function(){ return console.log("first")}, 2000)

}

function second() {

setTimeout(function(){

return console.log("second")},1000)

}

function third() {

setTimeout(function(){ return console.log("third")},0)

}  
  
first();

second();

third(); **Output:  
third**

## second

first **-----------------------------------------------**How to improve loading speed of website?  
According to Google, your site needs to be finished it’s loading in three seconds.   
 **1. Minimize HTTP requests**

According to Yahoo, [80% of a Web page’s load time](https://developer.yahoo.com/performance/rules.html#num_http) is spent downloading the different parts of the page, like images, stylesheets, and scripts.

The more http requests, the longer it takes for the page to render.

If you use Google Chrome, you can use the browser’s Developer Tools to see how many HTTP requests your site makes.

Open “Inspector,” then click the “Network” tab, you will see the requests made by page; with the duration they took to load the file.
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**2. Minify and combine files:**

Minifying a file involves removing unnecessary formatting, whitespace, and code.

Since every unnecessary character increase the size of your page, it’s important that you eliminate extra spaces, line breaks, and indentation. This ensures that your pages are as lean as possible.

Combining files is exactly what it sounds like. If your site runs multiple CSS and JavaScript files, you can combine them into one.

## 3. ****Reduce image sizes:**** The larger your content, the slower the site.

Some basic ways to counteract this is by shrinking the file sizes of images on your site, reducing the number of images you use, or eliminating them altogether. But having no images on your site is boring! Rather than removing them, optimize images before uploading them to your site by:

1. **Changing the resolution:** reducing the “quality” of the image (and thereby the file size)
2. **Compressing the picture:** increasing the efficiency of image data storage
3. **Cropping the picture:** when cropping, you are cutting out unneeded areas and thus making the image smaller in size

## You can make these kinds of changes in a premium tool like Photoshop, or a free program like [Gimp](http://www.gimp.org/). There are even in-browser tools like [picresize.com](http://picresize.com/).

## 4) Browser caching for website speed:

Browser caching is when a visitor is able to keep the downloadable files from your website stored in their browser. This way the next time that person visits your website the page will load faster, as they will only have to download the updates that have been made to your website because they already have the rest of the files downloaded.

## The easiest way to enable browser caching on your website is through plugins.

## ****5. Enable compression using Gzip like tool:****

Compression of files is one of the easiest ways to reduce load times, and today, enabling compression with [**Gzip**](https://www.gnu.org/software/gzip/) is considered standard practice.

## This works well with CSS and HTML, because these files typically have repeated code and whitespace.

## 6.Specify image dimensions:

Before your browser can display your webpage, it has to figure out how to lay out your content around your images. It takes longer if you don’t specify your image width and height in image tag.

![Image dimensions](data:image/png;base64,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)

Specifying your image dimensions in img tag, saves the browser time compare to specifying image dimensions in CSS, which helps to render your page quickly.

**7. Put CSS at the top and JS at the bottom**

## It’s considered best practice to put your CSS as close to the top of your page as possible, as browsers won’t render your page before rendering the CSS file. Javascript, on the other hand, should be as close to the bottom as possible, since it prevents browsers from parsing after the tag before it is loaded and complete.

**Alternative way to load at bottom:**

## C:\Users\lenovo\Desktop\defer-js.png 8. Use CSS Sprites:

A sprite is one big image that contains all of your images. Using CSS you can ‘hide’ everything in the image and you can show the required image using its co-ordinates.

CSS sprites work because it’s faster to load one big image than loading lots of smaller images. This is because the browser doesn’t need to make as many requests.

[SpriteMe](http://spriteme.org/) is a tool that enables you to easily turn all of your images into a CSS sprite.

## 9. Include all external style-sheets using link tag, don’t use @import

The @import rule allows you to import a style sheet into another style sheet. The @import rule must be at the top of the document.

But, CSS @import takes more time to load than including external CSS file. Another reason why not to use @import is that some of the older browsers do not support it, so it’s best to avoid it where possible.

10) **Reduce server response time:**

--------------------------------------------------------------------------------------------

**\*\*What does it mean “!x”?  
It means:  
Either x is zero or undefined or null or empty string or false.**

**In these 5 cases this expression will evaluate to true.**

**Check below example for better understanding:  
Ex:**function myFunction(x){

if(!x){

console.log("falsey value " + x)

}

else {

console.log("truthy value " + x)

}

}

myFunction(0)

myFunction()

myFunction(null)

myFunction("")

myFunction(false)

myFunction("amol")

myFunction(true)

myFunction(1) **Output:  
falsey value 0**

**falsey value undefined**

**falsey value null**

**falsey value // empty string cannot be displayed**

**falsey value false**

**truthy value amol**

**truthy value true**

**truthy value 1**

**Note: Remember zero and negative zero both are same.**

**----------------------------------------------------------------------------------  
Explain output for below code:  
Ans:**function myFunction (x, y) {

if (x == undefined || x == null) {

this.x = 50;

}

else {

this.x = x;

}

if (y == undefined || y == null) {

this.y = 50;

}

else {

this.y = y;

}

//method

this.myMethod = function() {

return "[" + this.x + ", " + this.y + "]";

}

}

var f = new myFunction(); // not passing any argument

console.log("Our arguments are: " + f.myMethod()); **Output: Our arguments are: [50, 50]**

Note: since we are not passing arguments to myFunction, undefined will evaluate to true; and it will show default arguments i.e. 50,50

**----------------------------------------------------**

**Constructing an Object Using a Generic Object Constructor**

Mostly used way to create an object literal is to start with an empty object, and then add properties to it. You can create an empty, generic object in one of two ways:

var obj1 = { };

var obj2 = new Object();

**--------------------------------------------------------------------------------------------------------------------**

**What will be the output for below code?**function makeObj() {

# return { x: 1 }; // returning object

# }

# var myObj = makeObj(); /\* myObj is a var that stores the value that makeObj returns \*/

# console.log(myObj)

**Output:** {x: 1} **// we are returning object through the function; we can return number or string or expression etc.  
  
We already aware, we can assign any function to a variable. And in that case, that variable will hold the value which is returned by the function.**\*\*Note, in above example, **makeObj()** is *not* a constructor function because we didn't call it with **new**.

**--------------------------------------------------------**

# \*\* Objects and their Truthy-ness: Check carefully below outputs:

# Ex: 1) var p = {}; // empty object

# if (p) {

# console.log("This object is truthy!");

# }

# else {

# console.log("This object is falsey!");

}  
  
Output: This object is truthy!  
(Remember that empty strings are falsey, so you might expect that empty objects are also falsey, but above example shows you how this is not correct)

Strangely, Objects returns ‘false’ in most of the cases. Check below outputs returned by objects

# Ex: 2)

# var p = {};

# console.log(p === true) // returns false

# console.log(p === false) // this is also false

# Output: false

# false

# Ex: 3) var p = {};

# console.log(p == 0)

# console.log(p == null)

# console.log(p == undefined)

# console.log(p == "{}")

# console.log(p == {})

Output:  
false

false  
false

false  
false

false

# Ex: 4) var book1 = {

# title: "Harry Potter",

# author: "JK Rowling"

# };

# var book2 = {

# title: "Harry Potter",

# author: "JK Rowling"

# };

# if (book1 == book2) {

# console.log("The two books are the same");

# }

# else {

# console.log("The two books are different");

}  
  
Output: The two books are different  
  
The two books, **book1** and **book2**, are exactly the same: they have the same properties. All the property-names are the same, the property values are the same, and the number of properties is the same. So why aren't they equal?   
  
The two objects are not equal because of an important difference in how primitive values are stored and how objects are stored in the computer's memory. When you create a primitive value, let's say:

var x = 3;  
the computer allocates a bit of memory, gives it the name "x", and saves the value 3 in that bit of memory:  
Now, when you compare two objects, let's say **book1** from the example above:  
In this case, the “**computer allocates some memory for each of the properties in the object**, **and then allocates a separate bit of memory for the variable name**, **and in that memory stores a value that points to the place in memory where the object is actually stored.”** This is called an **object reference**. So the variable **book1** doesn't contain the object itself; it actually contains a *reference* to the object.  
Now let's see what happens when we create the second book object, **book2**:  
Even though the properties are exactly the same, a completely separate book object is created and stored in a completely different part of memory,  
So when we compare **book1** and **book2**:  
the values that are compared are the memory locations of the two objects. They are *not* equal, so we see the message "The two books are different."

Ex 4)

var book1 = {

title: "Harry Potter",

author: "JK Rowling"

};

var book2 = book1; // shallow copy

if (book1 == book2) {

console.log("The two books are the same");

}

else {

console.log("The two books are different");

}  
  
Output: The two books are the same

\*\*\*Remember, if we compare our object with its shallow copy, only in that case, comparison will return true. It is because they both points to similar location in memory.

---------------------------------------------------------------------------------------------------------------------------------------  
  
Q: Method nested in object, ‘this’ refers to which context? And how can we call method available in object?   
Ans:

var person = {

name: "James T. Kirk",

ship: {

name: "USS Enterprise",

},

getInfo: function() {

return this.name + " commands the " + this.ship.name;

}

};

person.getInfo();  
  
Output: "James T. Kirk commands the USS Enterprise"

-----------------------------------------------------------------------------------  
  
  
Q: Explain output for the below code:  
  
var valid\_num = parseInt("16");

var invalid\_num = parseInt("I'm not a number!");

console.log(valid\_num)

console.log(typeof valid\_num)

console.log(invalid\_num)

console.log(typeof invalid\_num)  
  
Output:  
16

number

NaN

number  
  
Note: Remember, parseInt() method convert your string into number

--------------------------------------------------------------------------------

Q: How can we display addition of all digits/ numerals available in array?  
  
Ans:  
var arr = [10,20,"amol",4,true,15], result = 0;

for(i=0; i<arr.length; i++){

if(typeof arr[i] == "number") {

result += arr[i]

}

}

console.log(result)  
  
 Output: 49   
--------------------------------------------------------------------------------

**Shallow Copy:**  
It copies address of original object into duplicate object. Suppose original object is X and duplicate object is Y; then Y copies X’s address. So the addresses of X and Y will be same i.e. they will be pointing to the same memory location. Hence change in x object will get reflected into y, and vice-versa.  
  
var x = {a:10, b:20, c:30}

# var y = x;

# y.a = 100;

# x.b = 200

# console.log(x)

# console.log(y) Ouput: {a: 100, b: 200, c: 30}

# {a: 100, b: 200, c: 30} -------------------------------------------------------------------

# Ex 2)\*\*Shallow copy of constructor function’s object: function Book(title, author) {

# this.title = title;

# this.author = author;

# }

# var book1 = new Book("Harry Potter", "JK Rowling");

# var book2 = book1;

# if (book1 == book2) {

# console.log("book1 is equal to book2");

# } else {

# console.log("book1 is NOT equal to book2");

# }

# book1.newProp = "abc";

# book2.anotherNewProp = "xyz";

# console.log(book1);

# console.log(book2); Output:

# book1 is equal to book2 Book {title: "Harry Potter", author: "JK Rowling", newProp: "abc", anotherNewProp: "xyz"}

# Book {title: "Harry Potter", author: "JK Rowling", newProp: "abc", anotherNewProp: "xyz"}

# Note: book1 & book2 are instances of book constructor, so if in console we are displaying instances; it returns its prototype along-with its all member. Ex 3) shallow copy example 3rd: var x = {a:3,b:4,c:5,d:6}

# var y = {a:3,b:4,c:5}

# console.log(x==y) // false

# x = y;

# console.log(x==y) // true

# y.a = 30;

# console.log(x) // all properties and values inherited by y object

# console.log(y) // all properties of y object console.log(x.d) // undefined

# Output: false

# true {a: 30, b: 4, c: 5}

# {a: 30, b: 4, c: 5}

# undefined

# ---------------------------------------------------------- Deep copy

A deep copy copies all fields from original object into duplicate object, but it allocates different memory for duplicate object. So any change in original object will not affect in duplicate object and vice versa.

Ex:   
var x = {a:10, b:20, c:30}, y;

for(prop in x) {

y[prop] = x[prop]

}  
**//** var y = { a:x.a, b:x.b, c:x.c } this also creates deep copy

y.a = 100;

x.b = 200;

console.log(x)

console.log(y)  
  
Output:  
{a: 10, b: 200, c: 30}

{a: 100, b: 20, c: 30}

------------------------------------------------

querySelector & querySelectorAll

Que: What is exactly difference between querySelector and querySelectorAll?

Ans: Through querySelector, we can select only one single element, for ex. if our DOM contains 10 input fields, in that case querySelector will select only one element i.e. very first input field.

Whereas querySelectorAll is used to select all elements of similar type. This means if our DOM contains 10 input fields in that case through querySelectorAll we can select all those 10 inputs. querySelectorAll crates array like object and within that array, it stores references of all those elements that matches with the case defined in parenthesis.

***---------------------------------------------------------------------------------------------------------------------***

Que: How can we use querySelectorAll to select all elements of similar type?  
Ans: We use for loop along with querySelectorAll to select all elements of similar types.

1. **For ex. To select all DIV’s available in DOM, we will have to write below code,**

**var getDiv = document.querySelectorAll("div"); /\* it creates nodeList that contains all the Div nodes/elements, nodeList is an array like object, it’s not an array \*/**

**for(var i=0; i<getDiv.length; i++){**

**getDiv[i].addEventListener("click", function(){**

**console.log(this.textContent) ;**

**});**

**}  
Output: This will return texts available for clicked DIV element**

b) To select all input elements available in DOM, we will have to write below code,

var getInput = document.querySelectorAll("input");

for(var i=0; i<getInput.length; i++){

getInput[i].addEventListener("focus", function(){

console.log(document.activeElement.tagName) ;

});

}  
**Output: This will return tagname i.e. INPUT, for currently focused input…..**

--------------------------**---------**-------------------------------------------------

Que: Describe some commonly used <input>types and what if we do not place them inside form tag?

Ans:A web form consists of any number of input fields grouped in a <form>tag. A lot of field types use the <input> tag. This tag’s type attribute is used to select the field’s style. These are some commonly used <input> types:

text: A single-line text field

password: Same as text but hides the text that is typed

checkbox: An on/off switch

radio: (Part of) a multiple-choice field

file: Allows the user to choose a file from their computer

Form fields do not necessarily have to appear in a <form> tag. You can put them anywhere in a page. **Such fields cannot be submitted**.

-----------------------------------------------------------------------------------------------------------------

***Focus[Set focus and remove focus]:***

Que: How can we set focus for any input field?

Ans: We can control focus from JavaScript with the focus and blur methods.We use focus method to set focus as follows:

document.querySelector("input").focus();

-----------------------------------------------------------------------------------------------------------------

Que: How can we set focus for any input field?

Ans: we use blur method to remove focus as follows: document.querySelector("input").blur();

-----------------------------------------------------------------------------------------------------------------

Que: How can we get currently focused element through javascript?  
Ans: “document.activeElement” returns currently focused element.

For Ex., You will get tagname of currently focused element as follows:

document.activeElement.tagName;  
**----------------------------------------------------------------------------------------------------------**

Que: What is autofocus?

autofocus is the HTML attribute which is used to set focus for particular element when browser finished loading.

Suppose your DOM contains 4 input fields and you want to set focus for last input after loading the page, then through autofocus we can simply achieve this.

Que: What is tabindex?

By default, most types of HTML elements cannot be focused. But you

can add a tabindex attribute to any element, which will make it focusable.

We can change/influence the order in which elements receive focus with the tabindex attribute. The following example document will let focus jump from the text input to the OK button, rather than going through the help link first:

**<input type ="text" tabindex =1 >**

**<a href ="#" >help</a >**

**<button tabindex = 2 > OK </button>**

**If we remove tabindex from input and button, focus will jump to input first, then it moves to anchor and finally will move to button.**

----------------------------\*\*\*\*\*\*\*\*\*\*@@@@@\*\*\*\*\*---------------------------------------

**Disabled fields:**

All form fields can be ***disabled*** through their disabled attribute, which also exists as a property on the element’s DOM object.

< button>I ' m all right </ button >

< button disabled>I ' m out </ button >

![](data:image/x-emf;base64,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)

Disabled fields cannot be focused or changed, and unlike active fields, they usually look gray and faded. When a program is in the process of handling an action caused by some button or other control, which might require communication with the server and thus take a while, it can be a good idea to disable the control until the action finishes. That way, when the user gets impatient and clicks it again, they don’t accidentally repeat their action.

Que: What is elements property of form element?

Ans: The<form>element, has a property called elements that **contains an array-like collection of the fields inside it.** This means if form contains 10 fields, we can access those fields using index numbers with the help of elements property, exactly like we access array elements using index numbers.

<form action ="example/submit.html">

Name : <input type =" text " name ="name"><br><br>

Password: <input type ="password" name ="password" ><br><br>

checkBox: <input type ="checkbox" name ="check" ><br><br>

<button type ="submit" >Log in</ button >

</form>

<script>

var form = document.querySelector("form") ;

console.log(form.elements[0].type ); //accessing field type using index number

console.log(form.elements[1].type ); //accessing field type using index number

console.log(form.elements[2].type ); //accessing field type using index number

console.log(form.elements.password.type); // accessing field type using field name

console.log(form.elements.check.type); // accessing field type using field name

</script >

Output: text

password

checkbox

password

checkbox

Que: “submit a form” What does it means?

Submitting a form normally means that the browser navigates to the page indicated by the form’s action attribute, using either a GET or a POST request. But before that, a "submit" event gets fired.

Que: How can we retrieve checkbox checked and unchecked case using JavaScript?

Ans: Below we are assigning yellow background if checkbox is checked and background white if it is unchecked:

**<input type ="checkbox" id ="yellow">**

**<label for="yellow">Click here to make this page Yellow</label>**

**<script>**

**var checkbox = document.querySelector("#yellow") ;**

**checkbox.addEventListener("change", function() {**

**document.body.style.background = checkbox.checked ? "yellow" : "";**

**});**

**</script>**  
-------------------------------------------------------------------------------------------------------------------------------------------

Que: What is getElementsByName?  
Ans:We use name attributes for **form input fields.getElementsByName**is used to select elements whose values for **name** attributes are similar. The document.getElementsByName method gives us all elements with a given name attribute.

For Ex: Below we are accessing inputs through getElementsByName and changing body background-color as per radio button value:

<input type ="radio" name ="color" value ="mediumpurple" >Purple

<input type ="radio" name ="color" value ="lightgreen" >Green

<input type ="radio" name ="color" value ="lightblue">Blue

<script>

var buttons = document.getElementsByName("color");

function setColor (event) {

document.body.style.background = event.target.value;

}

for(var i = 0; i < buttons.length; i++)

buttons[i].addEventListener("change" , setColor) ;

</script>

**Select fields**

Select box is commonly like a *drop-down* control that shows the options only when you open it.

<select>

<option > Pancakes </ option>

<option > Pudding </ option>

<option > Ice cream </ option>

</ select >  
  
When given the multiple attribute, a <select>tag will allow the user to select any number of options, rather than just a single option. Hold Ctrl key to select multiple options.  
<select multiple></ select >  
  
**size attribute:**The “size”attribute to the <select>tag is used to set the number of options that are visible at the same time. For example, setting the size attribute to"3" will make the field show three lines, whether it has the multiple option enabled or not.

value attribute:Each <option>tag has a value. This value can be defined with a “value attribute”, but when that is not given, the text inside the option will count as the option’s value.  
-----------------------------------------------------------------------------

Can we concatenate [or make addition of] values of selected options for select Box having multiple selection option?  
Ans: Yes. Below we are making addition of every value for each selected option.  
  
<select multiple>

<option value="1">First Item</option >

<option value="2">Second Item</option >

<option value="3">Third Item</option >

<option value="4">Fourth Item</option >

<option value="5">Fifth Item</option >

</select>

=<span id ="output" >0</span>

<script>

var select = document.querySelector("select") ;

var output = document.querySelector("#output") ;

select.addEventListener("change" , function() { // loop through every option

var number = 0;

for ( var i = 0; i < select.options.length; i++) {

var option = select.options[i];

if ( option.selected )// check whether option is selected or not, using selected attribute..

number += Number(option.value) ;

}

output.textContent = number;

}) ;

</script>  
  
----------------------------------------------------------------------------------------------------------------------------------------------

Que: What will be the output for below code?

<body>  
<script>

document.body.style.background="blue";

setTimeout(function(){

document.body.style.background="yellow";

},2000);

</script>  
</body>  
  
Output:This page turns from blue to yellow after two seconds. After finish page loading, we will find, page background is blue for first two seconds and then background will turn to yellow.

**Keydown & keyup events:**keydown event: When a key on the keyboard is pressed, your browser fires a "keydown"event.   
  
keyupevent: When key is released [after pressing], a "keyup" event fires.

event.keyCode:event.keycode returns Unicode character code associated with the key is being pressed or released.

For ex. Unicode character code for key ‘a’ is ‘65’. If you want to fire an event if user is pressing key ‘a’, you can write like if(event.keyCode==65) in conjunction with keyup or keydown event.  
  
Ex: Below code will assign background-color violet when you hold the V key. And when you release the key, background color will turn to white.   
Solution:  
<body>

<p>This page turns violet when you hold the V key.</p>

<script>

addEventListener("keydown",function(event){

if(event.keyCode==86)

document.body.style.background="violet";

});

addEventListener("keyup",function(event){

if(event.keyCode==86)

document.body.style.background="";

});

</script>

</body>  
Note:document.body.addEventListener and addEventListenerboth are similar. We can omit document.body if we want to.   
  
**-----------------------------------------------------------event.preventDefault():**

Many events have a default actions associated with them. If you click a link, you will be taken to the link’s target. If you press the down arrow, the browser will scroll the page down. If you right-click, you’ll get a context menu. And so on.

If the handler doesn’t want the normal behavior to happen, we can call the **preventDefault** method on the event object. For example, here is a link that cannot be followed:

<body>

<a href="https://developer.mozilla.org/">MDN</a>

<script>

var link=document.querySelector("a");

link.addEventListener("click", function(event){

console.log("Nope.");

event.preventDefault();

});

</script>

</body>  
  
Note: Try not to do such things unless you have a really good reason to. For

People using your page, it can be unpleasant when the behavior they expect is broken.

***--------------------------------------------------------------***

***event.target:***

**Q:** How can we identify exact element from list of similar elements? Suppose there are 3 buttons, how can we get which exact button we have clicked? ***Solution:***We can use event.target to get exact element from list of similar elements. Below we are displaying label for that button which we are clicking.  
  
<body>

<button>Button A</button>

<button>Button B</button>

<button>Button C</button>

<script>

document.body.addEventListener("click" , function(event) {

if (event.target.nodeName == "BUTTON")

// nodeName must be in uppercase letters, lowercase will not work

console.log("Clicked" , event.target.textContent);

}) ;

</script>

</body>

Note: We are finding target element through nodeName/Tag-Name. We can even use Class-Name instead of nodeName. If we are finding target via className, we will have to use **event.target.className.**

***-----------------------------------------------------------------------***

***event.which:*** If we want to know ***which***mouse button was pressed, we can use event object’s **which** property. This means through event.which, we can identify whether we have clicked left-button, right-button or middle button of the *mouse* on any DOM Element.

Que: **Write a code to detect which mouse button we have clicked for a button element?**

Solution:  
<body>

<button>Click me any way you want..!!</button>

<script>

var button=document.querySelector("button");

button.addEventListener("mousedown",function(event){

// mousedown and mouseup both events are acceptable

if (event.which==1)

console.log("Left button");

else if (event.which==2)

console.log("Middle button");

else if(event.which==3)

console.log("Right button");

});

</script>

</body>

---------------------------------------------------------------------------------------

Write a function which returns total ‘p’ [Paragraph] elements available in DOM. And also it needs to return all ‘p’ elements having class ‘animal’.

Solution:

<body>

<h1>This is h1 element</h1>

<p>This is first p element with no ID Or class</p>

<span class ="animal”>This is span with animal class</span>

<p>This is second p element with no ID Or class</p >

<p class="animal"> This is third p element and it has animal class</p>

<script>

function count(selector) {

return document.querySelectorAll(selector).length;

}

console.log( count ("p") ) ; // All <p> elements

console.log( count ("p.animal") ) ; // P having class animal

</script>

</body>

Output:

3

1

---------------------------------------------------------------------------------------------------------------------------------------

### 4 imp Output’s:

### null == undefined Output: true

* **0 == 0 Output: true**

### null == 0 Output: false

### undefined == 0 Output: false

--------------------------------------------------------------------------

What will be the Output for below code:  
  
"use strict";

function Person(name) {

this.name = name;

console.log(name)

}

var ferdinand = Person("Ferdinand"); // ‘new’ keyword is not defined  
  
Output: Uncaught TypeError: Cannot set property 'name' of undefined  
  
It’s because Strict mode does not allow you to create new object of constructor without ‘new’ keyword. If you remove use strict from above code, it will output as expected i.e. “Ferdinand”.

----------------------------------------------

Write a program to print below pattern:

**# # # #**

**# # # #**

**# # # #**

**# # # #**

**# # # #**

**# # # #**

**# # # #**

**# # # #**

Solution:

function printPattern(){

var result = ""; /\* empty string \*/

for(var x=0; x<8;x++){

for(var y=0; y<8;y++){

if(x%2==0 && y%2==0 || x%2!=0 && y%2!=0 ){ result+= "#"; }

else { result+=" ";} /\* space added \*/

} // y for loop end

result+="\n";

} // x for loop end

console.log(result);

}

printPattern();

**--------------------------------------------------------------------------**

Note: We can use ‘in’ keyword between property and object, to check whether property lives or not in that object.  
  
Syntax: ‘propertyName’ in object /\* property-name in quotes \*/

var x = {a:10,b:20}

console.log('a' in x);

console.log('b' in x);

console.log('c' in x);  
  
Output:  
true

true

false

------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**The global object**

The global scope, the space in which global variables live, can also be approached as an object in JavaScript. Each global variable is present as a property of this object. In browsers, the global scope object is stored in the window variable.

**Ex: var myVar = 10;**

**console.log("myVar" in window) ; // Output: true**

**console.log(window.myVar); // Output: 10**

------------------------------------------------------------------

Q: How many arguments console.log function can take?  
Some functions can take any number of arguments, like console.log. You can pass any no. of arguments with console.log. Find below example wherein we are using 3 arguments through console.log function:

Ex:

function argCounter () {

console.log("You gave me " , arguments.length , "arguments.") ;

}

argCounter("Straw man " , "Tautology" , " Ad hominem") ;

Output:You gave me 3 arguments.

Note: Some functions accept only one argument like alert function. If you are passing more than one argument, in such case alert will accept only very first argument. And it will ignore rest arguments.

For Ex: alert("first","second","third");

Output: alert will display only first argument i.e. ‘first’ and it will simply ignore other arguments.

-------------------------------------------------------------------------

Print 3 digits always Program: We want to write a program that prints two numbers, the numbers of cows and chickens on a farm, with the words Cows and Chickens after them, and zeros padded before both numbers so that they are always three digits long.

Ans:  
function length3Always (cows, chickens) {

var cowString = String (cows) ;

while (cowString.length < 3)

// no curly braces in while, this means your while loop have single liner code

cowString = "0" + cowString; // this statement is part of while loop

console.log( cowString + "Cows") ; // this statement is **not** part of while loop

var chickenString = String (chickens ) ;

while ( chickenString.length < 3)

{

chickenString = "0" + chickenString;

}

console.log(chickenString+ " Chickens ") ;

}

length3Always (7, 11) ;

**Output:  
007 Cows**

**011 Chickens**

--------------------------------------------------------------

Write a program to display below interesting view by using closure:

\_ \_ \_ / ' ' ' '\ \_ \_ \_ \_ \_ \_ / '\ \_

Answer:

var landscape = function() {

var r = "";

var flat = function(size) {

for( var count = 0; count < size ; count++)

r += "\_ ";

};

var mountain = function(size) {

r += "/";

for( var count = 0; count < size ; count++)

{

r+= "'"; // inserting single quote within double quote

}

r+= "\\"; // inserting single backslash now, backslash is an escape character so need two backslashes to add single backslash

};

flat(3) ;

mountain(4) ;

flat(6) ;

mountain(1) ;

flat(1) ;

return r;

};

console.log( landscape());

---------------------------------------------------------------------------------------------------------------

**Q: What would be the output below code will generate?**

var x = true;

x = !x; /\* reverse of the existing value, so true becomes false \*/

console.log(x)

x = !x; /\* reverse of the existing value, so false becomes true \*/

console.log(x)  
  
Output:  
false

true

**\*\*Note: !x always return the opposite value of existing x’s value**  
------------------------------------------------------------

Crest Interview Ques:

**Que1: Take any integer value like 45679671 and insert dashes between two odd digits for the same number. For ex: output for 45679671 => 4567-967-1**

Solution:  
function addDashes(num){

/\* you need to deal with each character (each digit), so first convert your number within a string\*/

var numarray = num.toString(); // String(num) or num + ""; is also acceptable

/\* take empty array, within this array you are going to push your every character, every digit \*/

var result = [];

result.push(numarray[0]);// push first character of string at result[0] position, remember string[0] and string.charAt(0) both represents character at zero index..

for(i=1;i<numarray.length;i++){

/\* check every digit is fully divisible by 2 or not , if remainder is zero means your value is even, if value is even then directly push it to your array \*/

if(numarray[i]%2 == 0){

result.push(numarray[i])

}

else{

/\* if value of existing element and previous element is odd then push dash among them (this is what we are looking for), if condition is not satisfied means one of them is even so directly push your number to array \*/

if(numarray[i-1]%2!=0){

result.push("-");

result.push(numarray[i]);

}

else{

result.push(numarray[i]);

}

}

}

// console.log(result); // it shows your new array with dashes in it

/\* now convert your array to a single string \*/

result = result.join("");

// empty string as a separator, this will merge your string with no any space

console.log(result)

}

addDashes(45679671); // Output: 4567-967-1

-----------------------------------------------------------

Que2: Take any number. Write a function which return fizz if number is fully divisible by 3. If the number is fully divisible by 5 then return buzz. And return fizzbuzz if number is fully divisible by 3 and 5 as well.

**Solution:**

var divideby3 = "fizz", divideby5 = "buzz";

function fizzbuzz(num){

if(num % 3 == 0 && num % 5 == 0){ //if(num % 15 == 0 )

return divideby3 + " " + divideby5;

}

else if(num % 3 == 0 ){

return divideby3;

}

else if(num % 5 == 0 ){

return divideby5;

}

else return "Not divisible by 3 and 5, try another number " ;

}

fizzbuzz(60)

---------------------------------------------------------------

\*\*Web Workers:

JavaScript is a single threaded language because you cannot run multiple scripts at the same time.  
  
Suppose we have two different tasks, we are manipulating the DOM and at the same time we are trying to perform some complex calculations, in that case, complex calculations can hold to update the UI, this will make your page unresponsive. **Often we see the warning message on the page telling page is unresponsive, this happens often due to scripts that takes time to finish their execution. To run such complex scripts in the background, we can use Web Workers. A web worker is a JavaScript running in the background, without affecting the performance of the page.**

**Note: Manipulating or changing the DOM means changing your DOM using JavaScript like add or remove elements, add or remove classes, change CSS styles etc.**

Simple example for web workers:

Ex 1) Create one html file (i.e. webworker.html) and one JS file (“worker.js”) as follows:

**Webworker.html**  
<script>

if(window.Worker){ // check whether your browser supports Web worker or not

var myWorker = new Worker("worker.js"); **// worker file path here..**

var message = { addThis: { num1: 19, num2: 20} };

myWorker.postMessage(message);

myWorker.onmessage = function(e) {

console.log(e.data.repsult);

};

}

</script> // html file ends

**Worker.js file:**

this.onmessage = function(e){

if(e.data.addThis !== undefined){

this.postMessage ({ result: e.data.addThis.num1 + e.data.addThis.num2 });

}

}

// JS file ends

-------------------------------------------------------------------

# Arrow functions [Fat Arrows]:

Arrow functions are also called as Fat Arrows. It is **alternative way** of writing function expression. An **arrow function** has a shorter syntax than a [**function expression**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/function)**.**

**Suppose you have function expression like this:**  
var f = function(a){

return a;

};

f(10);**// Output: 10**

Through arrow functions you can write the similar code as follows:  
f = a => a; f(10); **// Output: 10**f = (a) => { return a }; f(10); **//same output, well-structured code  
  
Note: function body comes on the right of fat arrow.**

**\*\*Arrow functions with multiple arguments:**

let add = (a,b) => { return a + b }

add(9,10); // **Output: 19**  
----------------------------------------------------------------------------------------------------------------------------------

Que: What is method chaining / function chaining in JavaScript?  
**Chaining Methods refers to repeatedly calling one method after another in one continuous line of code.**

## Suppose in jQuery if you are writing code like this:

## $(" myDiv").removeClass(‘off’).addClass("on"); In above jQuery code, we are removing class off and adding class ‘on’ in a one single line by using dot notation, this is called as function chaining. ------------------------------------------------

**Que:** What is the difference between a method and a function in JavaScript?

Functions and methods both are functions in JavaScript. A method is just a function which is a property of an object.

**function** fun(param1, param2){

// some code...

}

\*\*The above code is an example of function.

**var** obj ={

name :"John snow",

work :**function**(paramA, paramB){

// some code

}

}

\*\*In the above code, work is a method.

\*\*Keep below things in mind:

So inshort All methods are functions But all functions are not methods.

**Q: what would be the output below code will produce?**  
  
function f(){

console.log(this)  
  
 }

var obj = {

abc: ‘hi all’,

work: function(){

console.log(this);

console.log(this.abc);

}

}

f();

obj.work();

Output:  
Window  // ‘**this’** points to **window** object

**{abc: "hi all", work: ƒ}** // ‘**this’** points to object **obj**, it shows all the object fields with values

hi all // method can access all the fields of its object using **this** keyword  
----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**Q: Explain Spread operators and rest parameters in JavaScript?**  
Spread operators**: Spread operator is used to create an array from your passed arguments. For ex. If you are passing four arguments like 10, 20, 30, 40; and you want those arguments stored in a single array then you can do this through spread operator.**

**Spread operator syntax: …n**

**/\* Just 3 dots followed by array name. We can give any name to array \*/**

**Ex:  
var myarr = function(...n){ // function myarr(...n){ } also work fine**

**console.log(n);**

**};**

**myarr(11,22,55,44,88); // we are passing 5 arguments here..**

**Output: (5) [11, 22, 55, 44, 88] /\* Array length is 5 \*/**

Merging 2 arrays through spread operator: **Another use of spread operator is we can merge two different arrays. This means you can add all elements of one array into another array in a simple way. And you can add those elements anywhere in your existing array, like at the beginning, in the middle or at the end of an array. This is very useful feature provided by spread operator.**

**EX:  
var arr2 = [7, 8, 9, 10];**

**var arr1 = [1, 2, 3, 4, 5, 6, ...arr2];**

**console.log(arr1);**

**Output: (10) [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]**

**Description: We have added arr2 array inside arr1 array through spread operator at the last index. This means your new elements will add from the last index of your existing arr1 array.**

**----------------------------------------------------------------------------------------------------------------**

**Que:Write a program to merge two arrays into one single array and then sort it’s elements in ascending order.**

**var arr1 = [111,22,33,4,8];**

**var arr2 = [222,2,3,23,18];**

**var arr3 = [...arr1, ...arr2];**

**arr3.sort(function(a,b) { return a-b} );**

**Output: (10) [2, 3, 4, 8, 18, 22, 23, 33, 111, 222]**

**2) Rest parameters:**

**Rest parameters also creates an array from the arguments like spread operator, only the difference is, in spread operator every argument is included in your new array but in rest parameter, you are not including every argument in your new array.**

For Ex:

var myarr = function(a,b,c,...arr){// array name is arr here, first 3 argument will not be part of your new array, array will start from fourth element

console.log(arr);

};

myarr(11,22,55,44,88,110);

Output: (3) [44, 88, 110] // array length is 3 with their respective values.

------------------------------------------------------------------------------------------------------------------------------------------

Q: Explain constants in JavaScript:   
In [programming](http://www.webopedia.com/TERM/P/program.html), a constant is a value that never changes.

Often in programming language, you need a value which you don’t want to change once you define it, so constant help us to achieve this goal.

#### ECMAScript 6:

ECMAScript 6 added 2 keywords to overcome disadvantages of using var keyword. They are let and const,

const keyword allows us to set constants in JavaScript.

Ex:

const PI = 3.14; // PI is constant

console.log(PI);

Output: 3.14

Note: If you try to change value of PI, it will throw error as below:

“TypeError: Assignment to constant variable.”

This is because you cannot change value of ‘const’ after setting for the first time.

## Q: What is prototype chain in JavaScript?

Ex:  
const A = function(){}; // empty function expression

A.prototype.print = function(){ return "I am print method of A prototype ";}

const B = function(){};

B.prototype = Object.create(A.prototype); // “B.prototype = new A”; is also acceptable

B.prototype.print = function(){

return "I am print method of B prototype"

};

const C = function(){};

C.prototype = Object.create(B.prototype); //

//C.\_\_proto\_\_ = B.\_\_proto\_\_ [we can use “**objectName.\_\_proto\_\_”** to inherit //members from another object’s prototype]

C.prototype.print= function(){

return "I am print method of C prototype "

};

const Aobj = new A();

const Bobj = new B();

const Cobj = new C();

console.log(Aobj.print());

console.log(Bobj.print());

console.log(Cobj.print());

Output:

I am print method of A prototype

I am print method of B prototype

I am print method of C prototype

Description: In above example, every function prototype has its own print method. Function c inheriting B function and function B Inheriting A function through prototype inheritance. If we remove print method of C then C will look for print method one level up, means in prototype of B Function and if it finds there then it will display B’s print method. And if it is not exists in B function also then it will look again one level up, means in function A prototype. This process is called as Prototype chaining.   
  
This means each link in its prototype chain is traversed until the attribute is found; is called as Prototype chaining.

------------------------------------------------------------------------------------------------------------------------------------------------------------------------

What will be the output for below code:

**Ex:**var foo = 'outside';

function logit(){

console.log(foo);

var foo = 'inside';

}

**logit();**

Output: undefined. It’s because hoisting. Within function scope, we are assigning value to ‘foo’ after console.log, if we are assigning value, somewhere inside the function; the value of same variable will be undefined at top **of the function**. It is undefined **until we reach the statement** where we are assigning the value.

## Note: If we remove foo declaration var foo = “inside” which is written after console.log then the global variable foo which is at very first line will display in console.log.

NUANCE QUESTIONS STARTS:

1. What are Boolean in JavaScript?

A JavaScript Boolean represents one of two values: **true** or **false**.

Very often, in programming, we need a data-type that can only have one of two values, like

* YES / NO
* ON / OFF
* TRUE / FALSE

For this, JavaScript has a **Boolean** data type. It can only take the values **true** or **false**.

You can use the Boolean() function to find out if an expression (or a variable) is true:

Boolean(10 > 9)        // returns true

## Never forget, Everything Without a "Real" Value is False

The Boolean value of **0** (zero) is **false: Ex: var x = 0;Boolean(x);**

The Boolean value of **-0** (minus zero) is **false. Ex:Boolean(-0);**

**Note: “0” & “-0” [zero and minus zero within quotes] are strings with length 1 and 2 respectively, so they both R truthy. Means, Boolean (‘0’) and Boolean (‘-0’) is true.**

The Boolean value of **""**(empty string) is **false. Ex: var x = "";Boolean(x);**

The Boolean value of **undefined** is **false. Ex: var x;Boolean(x);**

The Boolean value of **null** is **false. Ex: var x = null;Boolean(x);**

The Boolean value of **false** is **false**: **Ex: var x = false; Boolean(x);**

**Remember Boolean('false') returns true because ‘false’ is a string, it is within quotes.**

The Boolean value of **NaN** is **false. Ex: var x = 10 / "H";Boolean(x);**

Remember, Your variable's type depends on the assigned value in JavaScript.

var a = "true"; // data type is string here

a = true; //now your variable is a boolean

**Another way to Set Boolean values to your variables**

var myvar1=new Boolean(false);

var myvar2=new Boolean(true);

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Q: What are the local JavaScript variables?**

Variables declared within a JavaScript function, become LOCAL to the function. Local variables have local scope as they can only be accessed within the function. Local variables are created when a function starts, and deleted when the function execution ends.

For Ex:

Ex: Check carName variable

// code here cannot use carName  
  
function myFunction() {  
    var carName = "Volvo";  
  
    // code here can use carName  
  
}

// code here cannot use carName

Since local variables are only recognized inside their functions, variables with the same name can be used in different functions.

---------------------------------------------------------------

1. \*\*\*What is callback function in JavaScript?

A **callback function** is a **function** that is passed to another **function** as a parameter, and **callback function** is executed inside another Function. A **callback function** is also known as a **higher-order function.** Instead of immediately returning some result like most functions do, functions that use callbacks often takes some time to produce the result. setTimeout method or addEventListener method are perfect example of callback function. Both takes function as a parameter and execute that callback function to produce the result.

For ex:  
setTimeout(function(){ console.log(‘show this msg after 2 seconds’) }, 2000)

Take a look at below jQuery code:

$("#btn\_1").click(function() {

alert("Btn 1 Clicked");

});

In the above example, we are passing function as a parameter to click method. And the click method will execute that callback function to produce the result.

----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

1. How to check whether your variable is an array or not?

There are 2 ways of checking if a variable is an array or not, As follows:

I) variableName.constructor===Array

OR

II) Array.isArray(variableName)

Ex: var myArr = [12,13,14]

myArr.constructor === Array // Array.isArray(myArr)

Output: true

**--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------**

1. What is prompt box in JavaScript?

The **prompt**() method displays a **dialog box that prompts the visitor for input**. A **prompt box** is often used if you want the user to input a value before entering a page. Note: When a **prompt box** pops up, the user will have to click either "OK" or "Cancel" to proceed after entering an input value.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

7) How can we change style of an element through JavaScript?

The syntax is: ElementName.Style.Property = “value”

Suppose we are changing style for h1 element. Your syntax would be:

**h1.style.color = "red";**

**h1.style.fontSize = "15px";**

**h1.style.backgroundColor = "#FFFFFF";**

1. How can we change Class of an element- through JavaScript?
2. To remove all existing classes and attach a new class to the element:

document.getElementById("MyElement").className = "MyClass";

OR

document.getElementById("MyElement").setAttribute("class","MyClass");

Above lines will remove all previous classes and will add new class to your element.

**Note: You cannot change class Name unless you trigger any event in JavaScript.**

Ex:

**<body>**

**<h1 id='MyElement' class="old1 old2 old3">Element here</h1>**

**<button onclick="clickBtn()">Click here</button>**

**<script>**

**function clickBtn(){**

**document.getElementById("MyElement").className = "MyClass";**

**}**

**</script>**

**</body>**

II) Add class to your element, without removing/affecting existing classes: -  
**you need to use plus operator along-with equal to sign and a space followed by new Class Name**:

document.getElementById("MyElement").className += " MyClass";

// note, before class-Name space needs to be there

**Que: How can you check whether your element has a particular class has attached or not?**

Ans: To check whether your element has a particular class attached or not, we have two ways:

* 1. **Use element.classList.contains(‘Your className here’)**

OR

* 1. **Use element.className === ‘Your className here’**

1) element.classList.contains(‘className’)  
var testElement = document.getElementById(top');

console.log(testElement.classList.contains('answer'));

Output will be true if you have answer class attached for the same element. If JavaScript finds class is not attached then it will return false.

2) Use if(element.className === “className”){}

For Ex: below we are toggling two classes i.e.active and inactive  
let elm = document.getElementById('MyElement');

if(elm.className === 'active'){

elm.className = 'inactive';

} else {

elm.className = 'active';

}

Note: above code will set only one class at a time to your element, this means if you have more classes, those classes will be removed from the DOM.

1. What is called Variable typing/ dynamic typing in JavaScript?

**Your variable's type depends on the assigned value in JavaScript.**

For Ex:

var x; typeof x; // Output: undefined"

x = "**2"; typeof x; // Output: "string"**

**x = 2; ty**peof x; // Output: "number"

x = true; typeof x //Output : "boolean"

Means whenever we change value of a variable, its data-type gets changed automatically. This process is called as Variable typing in JavaScript.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

10) How to detect the operating system on a client machine?

To **detect the operating system on the client machine**, we should use **navigator.appVersion**

and To find Browser Name use-> **navigator.userAgent**;

# [How do I empty an array in JavaScript?](https://stackoverflow.com/questions/1232040/how-do-i-empty-an-array-in-javascript)

There are 2 ways to make your array empty:

1. **First way,** just use pair of empty square brackets,

Assume you have an array having name A

A =[1,2,3,4];

Now next to array-Name, just add empty opening and closing square brackets

**A =[]; // array is empty now…**

This code will set the variable A to a new empty array.This is perfect if you don't have **references to the original array**A anywhere else because this actually creates a brand new (empty) array. You should be careful with this method because if you have referenced this array from another variable or property, the original array will remain unchanged.

Please find below example to understand where we have emptied arr1 but arr2 still contains the similar values..

var arr1 =['a','b','c','d','e','f']; // string array

var arr2 = arr1;// Reference arr1 by another variable

arr1 =[];

console.log(arr2);

**// Output ['a','b','c','d','e','f']**

# Setting array Length to 0:

A =[1,2,3,4];

**A.length =0**

Length zero will remove all your array elements...

12) What does void mean in JavaScript?

The void operator evaluates the given expression and then returns **undefined**.

## JavaScript URIs [Universal Resource Identifier]

URI stands for Universal Resource Identifier.In often cases we use void as a part of JavaScript: URI.Javascript:URI is useful in many cases. Check below examples:

## 1) If you don’t want to navigate anywhere through your href, then you can use javascript: URI as follows:

**1)<a href="javascript:void(0);"> Click here to do nothing</a> // undefined href value…**

It means it’ll do nothing. It’s an attempt to have the link not ‘navigate’ anywhere.

**2) We can use javascript:URI to change style of particular element.**

**<a href="javascript:void(document.body.style.backgroundColor='green');">**

**Click here for green background**

**</a>**

3) We can display alert messages also through javascript:URI as below:

**Ex:<a href="javascript:void(alert('Hey this is warning!!!'))">Click me!</a>**

**14) What are the escape characters in JavaScript?**

**5 commonly used escape characters are as follows:**

* **\'** Single quote // to insert a single quote
* **\"** Double quote. // to insert a double quote
* **\\** Backslash// to display a single backslash
* **\n** new line // to insert your characters on next line
* **\t** tab // to insert a tab

**Below are not so commonly used….**

* **\r** carriage return.
* **\b**backspace.
* **\f** form feed.

---------------------------------------------------------------

15) What is the difference between continue and break statement in JavaScript?

**continue** skips the current executing iteration within the loop and MOVES TO the next iteration whereas **break** MOVES OUT of the loop. Means break takes you out of the loop and gives control to the next statement which is immediately after the loop, whereas continue takes you to the next iteration in the same loop.

Ex:  
break example:  
**for(i=0;i<10;i++)**

**{**

**if (i==4)**

**{**

**break;**

**}**

**console.log(i);**

**}**

Output: 0 1 2 3

for(i=0; i<10; i++)

{

if (i==4)

{

continue;

}

Console.log(i);

}

Output: 0 1 2 3 5 6 7 8 9

Nuance Ques. Ends

# JavaScript split() Method

The split() method is used to split a string into an array of substrings, and returns the new array.

**Tip:** If an empty string ("") is used as the separator, the string is split between each character. And if anything other than empty string is provided then split look for that separator character and then it split string from that character.

**Note:** The split() method does not change the original string.

Ex:

**var str = "How are you doing today?";**

**var res = str.split(" ");**//space as a split character, this means whenever it finds space, it will create a new array element

**console.log(res)**

Output: (5) ["How", "are", "you", "doing", "today?"]  
  
  
Ex. 2)\*\*   
var str = "How are you, doing today?";

var res = str.split(",");// whenever comma find, split string from that comma

console.log(res);  
  
Output: (2) ["How are you", " doing today?"]  
Since one comma is in string, split will convert our string into two array elements. One element contains string which are before the comma, and another element is those characters which are after comma.  
  
  
Ex. 3)  
var str = "How are you, doing today, amol?";

var res = str.split(",");// split string into an array, when comma is there

res = res.join("+") // array elements will be concatenated with plus sign first, and then converted to string

console.log(res);

Output: How are you+ doing today+ amol?

\*\*Cybage Que:  
**Que: How can we reverse string in javascript?**Ans:  
var str = "amol"

str = str.split("").reverse().join("");

console.log(str);

Output: loma

\*\*\*\*split method is used to convert string into an array and join method is used to convert array into string..

**Que: Math.floor():**

Ans: The Math.floor() function returns the largest integer less than or equal to a given number.

1) Math.floor(16.99)

Output: 16;

2) Math.floor(16.1)

16

**3) Math.floor(15.00)**

**15**

**Que: Math.sqrt():**

Ans: Math.sqrt() return the square root of a number:

Math.sqrt(9); // Output: 3

Math.sqrt(49); // Output: 7

Math.sqrt(11) // Output:3.3166247903554

-----------------------------------------------------------------------------------------

## Timing Events:

In JavaScript, we can decide to execute a function after a certain delay, not right now. That can be done by timing events. Here we specify waiting time in milliseconds in the form of second parameter and once that waiting time is over, we produce the result.

There are two methods for timing events:

* **setTimeout(function, milliseconds)**Executes a function, after waiting a specified number of milliseconds
* **setInterval(function, milliseconds)**: Same as setTimeout(), but repeats the execution of the function continuously.

The setTimeout() MethodThe **window.** setTimeout **()** method can be written without the window prefix.

Ex: Click a button. Wait 3 seconds, and the page will alert "Hello":

<button onclick="setTimeout(myFunction, 3000)">Try it</button>  
  
<script>  
function myFunction() {  
    alert('Hello');  
}  
</script>

## How to Stop the Execution?

The clearTimeout() method stops the execution of the function specified in setTimeout().

window.clearTimeout(timeoutVariable)

The **window.clearTimeout()** method can be written without the window prefix.

The clearTimeout() method uses the variable returned from setTimeout():

myVar = setTimeout(*function*,*milliseconds*);  
clearTimeout(myVar);

-----------------------------------------------------------------------------------

## The setInterval() Method

The **window.setInterval()** method can be written without the window prefix.

This example executes a function called "myTimer" once every second (like a digital watch).

Ex:  
var myVar = setInterval(myTimer, 1000);

function myTimer() {

var d = new Date();

console.log(d)

}

---------------------------------------------------------------------------------------

16) How can you create an Object in JavaScript?

There are 3 ways through which we can create objects in javascript –

var emp ={

name:"Zara",

age:10

};

OR

var emp ={}; // this is empty object..

OR

var emp =new Object(); // this is also empty object..

17) What is JavaScript?

JavaScript is a lightweight, interpreted programming language with object-oriented capabilities that allows you to build interactivity into your static HTML pages.

19) What are the advantages of using JavaScript?

Following are the advantages of using JavaScript −

* **Less server interaction −** **you can validate user input before sending the input to the server.** This saves server traffic, which means less load on your server.
* **Immediate feedback to the visitors –** visitors don't have to wait for a page reload to see if they have forgotten to enter something.
* **Increased interactivity −** you can create interfaces that react when the user hovers over them with a mouse or activates them via the keyboard.
* **Richer interfaces −** You can use JavaScript to include such items as drag-and-drop components and sliders to give a Rich Interface to your site visitors

**20) What are disadvantages of using JavaScript?**

We cannot treat JavaScript as a full-fledged programming language. It lacks the following important features −

* Client-side JavaScript does not allow the reading or writing of files. This has been kept for security reason.
* JavaScript doesn't have any multithreading or multi-process capabilities.

21) Is JavaScript a case-sensitive language?

Yes! JavaScript is a case-sensitive language. This means that language keywords, variables, function names, and any other identifiers needs to be consistent.

22) How can you read and write properties of an Object in JavaScript?

You can read and write properties of an object using the dot notation as follows:

// Setting [writing] object properties

emp.name ="Daisy"// <== Daisy

emp.age =20// <== 20

// Getting object properties

emp.name // ==> Zara

emp.age // ==> 10

23) How can you create an Array in JavaScript?

You can define arrays using the **array literal** as follows:

var x =[]; // this is empty array

var y =[12,3,4,5]; // array with 5 elements

24) How to **read elements of an array** in JavaScript?

An array has a **length** property that is useful for iteration. We can read elements of an array as follows −

var x =[1,2,3,4,5];

for(var i =0; i < x.length; i++){

console.log(x[i]);  
}

25) What is a named function in JavaScript? How to define a named function?

A named function has a name when it is defined. A named function can be defined using **function** keyword as follows −

function named(){

// do some stuff here

}

26) How many types of functions JavaScript supports?

A function in JavaScript can be either **named or anonymous.**

27) How to define an anonymous function?

An anonymous function can be defined in similar way as a normal function but it would not have any name.

28) Can you assign an anonymous function to a variable?

Yes! An anonymous function can be assigned to a variable.

29) Can you pass an anonymous function as an argument to another function?

Yes! An anonymous function can be passed as an argument to another function.

30) How can you get the **type of arguments** passed to a function?

Using typeof operator, we can get the type of arguments passed to a function. For example:

functiongetArgType(x){

console.log(typeof x, arguments.length);

}

getArgType();//==> "undefined", 0

getArgType(1);//==> "number", 1

getArgType("1","2","3");//==> "string", 3

getArgType(1,"2","3");//==> "number", 3 [first argument is number]

getArgType(true); //==> "Boolean", 1

Check below example:

arr1 = [10,20,30];

arr2 = [11,22,33]

function getArgType(x){

console.log(typeof x, arguments.length);

}

getArgType(arr1,arr2); // passing two arrays

Output: object 2

\*\*Datatype of array is object, passing two arrays so arguments.length is 2..

Ex: passing function as an argument:

function f(){};

function getArgType(x){

console.log(typeof x, arguments.length);

}

getArgType(f);

**Output: function 1**

\*\*Remember typeof function(){} returns function. So if you are passing function as an argument then its typeof will return function.

33) What is the purpose of 'this' operator in JavaScript?

JavaScript’s **this** always refers to the **current context.**

34) What are the valid scopes of a variable in JavaScript?

In JavaScript there are two types of scope:

* **Local scope / Function scope −** A local variable has local scope/ function scope which means it is accessible only within a function where it is declared. Function parameters are always local to that function. We need to prefix “**var”** when declaring the variable in function.
* **Global scope −** A global variable has global scope which means it is accessible everywhere in your JavaScript code. In HTML, the global scope is the window object. All global variables belong to the window object.

\*\*\*Remember, if you declare variable without var keyword in function, it will automatically become a GLOBAL variable.

This code example will declare a global variable **carName**, even if the value is assigned inside a function.

myFunction();  
  
// code here can use carName   
console.log(carName) // \*\*\*output “volvo”  
  
function myFunction() {  
  
if(typeof carName =='undefined') { // \*\*\*carName is undefined here

console.log(‘**in function:** undefined here');

}  
  
carName = "Volvo";  
console.log(“**in function:** ” + carName) // output “volvo”  
  
}

Output:  
in function: undefined here

in function: Volvo

Volvo

**35) Which type of variable among global and local, takes precedence over other if names are same?**

A local variable takes precedence over a global variable with the same name.

36) Give an example of closure?

A closure is an inner function that has access to the variables in the outer (enclosing) function’s scope chain. Specifically, the closure has access to variables in three scopes: (1) variable defined in its own scope, (2) variables defined in the outer function, and (3) global variables.

Following example shows how the variable counter is visible within the create, increment, and print functions, but not outside of them −

**function create() {**

**var counter = 0; // this line will execute only once…**

**return {// curly brace needs to be on same line with return**

**increment: function() { // this is closure**

**counter++;**

**},**

**print: function() { // this is also closure**

**console.log(counter); // two functions we are using in return**

**}**

**}**

**}**

**var c = create();**

**c.increment(); // counter =1;**

**c.increment(); // counter =2;**

**c.increment(); // counter =3;**

**c.print();**

Output: 3

39) Which built-in method returns the **character at the specified index?**

charAt() method returns the character at the specified index.

40) Which built-in method combines the text of two strings and returns a new string?

concat() method combines the text of two strings. and returns a new string with all the new characters..

Syntax: string1.concat(string2);

**var str = "amol ";**

**var str2 = "Sheetal and Gauri";**

**var newString = str.concat(str2); //similar as** var newString = str + str2

**console.log(newString)**

Output: amol Sheetal and Gauri

41)\*\*Which built-in method calls a function for each element in the array?

Ans: Javascript array **forEach()** method calls a function for each element in the array.   
  
forEach syntax: arrayName.forEach(callback function);

**Ex:**

var numbers = [65, 44, 12, 4];  
  
function displayArray() {

numbers.forEach(function(i,idx) { console.log(i + “ ” + idx )})

}  
displayArray();  
  
Output: 65, 44, 12, 4   
  
Note: first parameter of callback holds the value of current element and second parameter hold the index number of an element. Second parameter is optional. We can omit it.

42) Which built-in method returns the index within the calling String object of the first occurrence of the specified value?

indexOf() method returns the index within the calling String object of the first occurrence of the specified value, or −1 if not found.

43) Which built-in property returns the length of the string?

length property returns the length of the string.

44) Which built-in method removes the last element from an array and returns the new array?

pop() method removes the last element from an array and returns the new array. Remember, pop method reduces your array length.

45) Which built-in method adds one or more elements to the end of an array and returns the new length of the array?

push() method adds one or more elements to the end of an array and returns the new length of the array. Remember, push method increase your array length.

46) Which built-in method reverses the order of the elements of an array?

**reverse()** method reverses the order of the elements of an array −− the first becomes the last, and the last becomes the first. And remember reverse method does not work with string values. If we try to do so, it gives error.

47) Which built-in method sorts the elements of an array?

sort() method sorts the elements of an array.

But the issue is sort() treats array elements as strings. Means ‘**a**’ comes before ‘**b**’ and b comes before C. so in similar way sort() shows 11 before 2, because 1 which is at upper left position in 11 takes precedence in sorting as compare to 2.

**For Ex: var a = [21,1,3,84,5,57,68];**

**var newA = a.sort();**

**console.log(newA);**

**Output: [1, 21, 3, 5, 57, 68, 84]**

## So to overcome this issue, we have 1 simple solution:

**1)use callback function in sort method and return a – b;**

**For Ex: var a = [21,1,3,84,5,57,68];**

**var newA = a.sort(function(a,b){return a- b});**

**console.log(newA);**

**Output: [1, 3, 5, 21, 57, 68, 84]**

**And if you want array to be displayed in descending order, two simple solutions are there: 1) return b – a in callback function of sort method or use reverse method after ascending the array elements  
  
i) return b - a  
var a = [21,1,3,84,5,57,68];**

**var newA = a.sort(function(a,b){return b - a});**

**console.log(newA);**

**ii) Use reverse method**

**var a = [21,1,3,84,5,57,68];**

**var newA = a.sort(function(a,b){return a- b}).reverse();**

**console.log(newA);**

**Output: (7) [84, 68, 57, 21, 5, 3, 1]**

48) Which built-in method returns the characters in a string beginning at the specified location?

**substr()** method returns substring from your original string. It takes 2 parameters, first parameter is starting index and second parameter is total no. of characters needs to be extracted.

Syntax: substr(start index, total no. of chars);

**var str = "amol";**

**var str2 = " Sheetal and Gauri";**

**var newString = str.concat(str2);**

**console.log(newString.substr(5,10)) // start at 5th index and total 10 characters needs to be extract from index 5..**

**Output:Sheetal an**

# JavaScript substring() Method

**substring()** method returns a substring from your original string. The difference between substr method and substring method is second parameter. In substr method, second parameter decide how many characters needs to be extracted from actual string whereas in substring method second parameter tells that substring needs to be end before the given index.

Syntax: substring(start index, end before this index);

Ex:

Extract characters from a string:

var str = "amol";

var str2 = " Sheetal and Gauri";

var newString = str.concat(str2);

console.log(newString.substring(5,12)) // start at 5th index and end before 12 index

Output**: Sheetal**

If "start" is greater than "end", this method will swap the two arguments, meaning str.substring(1, 4) == str.substring(4, 1).. Both outputs same.

**----------------------------------------------------------------------------------**

49) Which built-in method returns the calling string value converted to lower case?

**toLowerCase**() method returns the calling string value converted to lower case.

**var str = "AMoL";**

**console.log(str.toLowerCase());**

**output: amol**

**-------------------------------------------------------------------------**

50) Which built-in method returns the calling string value converted to upper case?

toUpperCase() method returns the calling string value converted to upper case.

**-----------------------------------------------------------------------------------**

51) Which built-in method returns the **string representation of the number's value?**

**toString()** method returns the string representation of the number's value. This means toString() method converts your number into string.

**52) What are the variable naming conventions in JavaScript?**

While naming your variables in JavaScript, keep following rules in mind.

1. **Avoid reserved keywords:** You should not use any of the JavaScript reserved keyword as variable name. For example, **break, continue, var**, **Boolean** etc. names are not valid.
2. **Variable names should not start with a numeral:** JavaScript variable names should not start with a numeral (0-9). They must begin with a letter or the underscore character. For example, 123test is an invalid variable name but **\_123test** is a valid one.
3. **Variable Names are case-sensitive:** JavaScript variable names are case sensitive. For example, Name and name are two different variables.

-------------------------------------------------------------------------------------

53) How typeof operator works?

The typeof is a unary operator that is placed before its single operand, which can be of any type. **Its value is a string indicating the data type of the operand.**

54) What typeof returns for a null value?

It returns "object".

59) How to redirect to a new url using JavaScript?

To redirect your site-visitors to a new page, you just need to add window.location as follows

60) How can you give print for your current webpage using JavaScript?

OR

Can we achieve Ctrl + p effect with JavaScript?

**Ans: window.print()** will print the current web page when executed…with the help of this, you can print your page or even you can save your page in PDF format.

<h1 onClick="window.print()">Click here to take print of this page</h1>

63) How to handle exceptions in JavaScript?

**JavaScript uses try, catch, finally blocks and throw operator to handle exceptions.**

You can catch programmer-generated and runtime errors, but you cannot catch JavaScript syntax errors.

The **throw** statement allows you to create a custom error. Whenever throw executes it goes first within catch block.

## Exception handling Syntax:

try {  
    Block of code to try}  
catch(err) {  
    Block of code to handle errors}   
finally {  
    No matter your code is throwing exception or not, finally block will execute all the time..}

**Exception handling example:**  
<!DOCTYPE html>

<html>

<body>

<p>Please input a number between 5 and 10:</p>

<input type="text" id="demo">

<button type="button" onclick="myFunction()">Test Input</button>

<p id="message"></p>

<script>

function myFunction() {

var message, x;

message = document.getElementById("message");

message.innerHTML = "";

x = document.getElementById("demo").value;

try {

if(x == "") throw "is empty";

if(isNaN(x)) throw "is not a number";

if(x > 10) throw "is too high";

if(x < 5) throw "is too low";

}

catch(err) {

message.innerHTML = "Input " + err;

}

finally {

document.getElementById("demo").value = "";

}

}

</script>

</body>

</html>

-------------------------------------------------------------------------------------
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## 65. **Question:**What are the differences between null and undefined?

**Answer:** JavaScript has two distinct values for nothing, null and undefined.

#### Undefined:

undefined means, value of the variable is not defined.

If we are just declaring the variable but not defining any value to it, then it will return it’s typeof undefined.

Ex:

var x; typeof x;

output: undefined

And even if we are trying to get typeof for undeclared variable, it also return undefined.

Ex:

typeof xyz  
output: undefined  
  
typeof undefined is "undefined". Remember, undefined is not a constant or a keyword. undefined is a type with exactly one value: undefined

**8 Ways to get Undefined:**

* A declared variable without assigning any value to it.
* Implicit returns of functions due to missing return statements.
* return statements that do not explicitly return anything.
* Lookups of non-existent properties in an object.
* Function parameters that have not passed.
* Anything that has been set to the value of undefined.
* Any expression in the form of **void**(expression)
* The value of the global variable undefined

#### null

null means empty or non-existent value which is used by programmers to indicate “no value”. null is a primitive value and you can assign null to any variable. null is not an object, it is a primitive value. For example, you cannot add properties to it. Sometimes people wrongly assume that it is an object, because typeof null returns "object".

## 66) What are the differences between == and ===?

**Answer:**The simplest way of saying that, == will not check types and === will check whether both sides are of same type.

=== compares the types and values. Hence, if both sides are not same type, answer is always false.

Ex: ==

2 == "2"

Output: true

Ex: ===

2 === "2"

Output: false

## 68. Truthy isn't Equal to true

**Question:**As [] is true, []==true should also be true. right?

**Answer:** You are right about first part, [], empty array is an object and object is always truthy. Hence, if you use if([]){console.log('it’s true')} you will see the log.

In short,

Boolean([])

Output: true

However, special case about == (double equal) is that it will do some implicit coercion.

Since left and right side of the equality are two different types, JavaScript can't compare them directly. Right side is of Boolean type and left is of object type.

Hence, JavaScript will convert them to compare. first right side of the equality will be cooereced to a number and number of true would be 1.

After that, JavaScript implementation will try to convert [] by usingtoPrimitive (of JavaScript implementation). since [].valueOf is not primitive will use toString and will get ""

Now you are comparing "" == 1 and still left and right is not same type. Hence left side will be converted again to a number and empty string will be 0.

Finally, they are of same type, you are comparing 0 === 1 which will be false.

In short,

Boolean([] == true)

Output: false

69.How could you write a **method on instance of a Date which will give you next day**?

**Solution:**

**Date.prototype.nextDay = function(){ // Date.prototype is mandatory**

**var currentDate = this.getDate();**

**return new Date(this.setDate(currentDate + 1));**

**// set tomorrows date now through setDate method**

**}**

**var dateObj = new Date(); // dateObj is instance of Date method**

**dateObj.nextDay(); // we are calling nextDay function now**

------------------------------------------------------

70.If you want to use an arbitrary object as value of this, how will you do that?

**Answer:** There are at least three different ways to doing this by using bind, call and apply. For example, I have a method named deductMontlyFee in the object monica and by default value of this would be monica inside the method.

Solution is as follows:

var monica = {

name: 'Monica Geller',

total: 400,

deductMonthlyFee: function(fee){

this.total = this.total - fee;

return this.name + ' remaining balance is '+ this.total;

}

}

var rachel = {name: 'Rachel Green', total: 1500};

var rachelFeeDeductor = monica.deductMonthlyFee.bind(rachel, 200);

console.log(rachelFeeDeductor());

//"Rachel Green remaining balance is 1300"

console.log(rachelFeeDeductor());

//"Rachel Green remaining balance is 1100"

------------------------------------------------------------

## 71.arguments and call

**Question:** Write a simple function to check whether 2 is passed as function parameter or not?

**Answer:**First convert arguments to an array by using **Array.prototype.slice.call** method and pass arguments as an object. After that simply use indexOf method.

Solution:

function isTwoPassed(){

var args = Array.prototype.slice.call(arguments); // array created for arguments

// We are creating new array here by using **Array.prototype.slice.call.** We are calling isTwoPassed thrice, this means we are going to create 3 array here…If you want to see those arrays, type **console.log(args);**

console.log(args.indexOf(2) != -1)

// Remember indexOf() method works with string as well as with array. When you are using indexOf method with string value, the searching value needs to be in quotes whereas if you are searching in array of integers, then never use quotes around the integer value.

}

isTwoPassed(1,4) //false

isTwoPassed(5,3,1,2) //true

isTwoPassed(5,3,1,22) //false

72.Take 2 arrays. One contains keys and another contains values for the same keys. Write a code through which you can insert those keys and their respective values in one single object.  
Solution:

var \_keyarray = ["key1", "key2" ,"key3"];

var \_valuearray = ["1", "2" ,"3"];

var obj = {};

for(i=0; i<\_keyarray.length;i++){

obj[\_keyarray[i]] = \_valuearray[i];

}

console.log(obj)

Output: {key1: "1", key2: "2", key3: "3"}

--------------------------------------------------------

**73)How could you use Math.max to find the max value in an array?**

**Answer:** Use apply on Math.max and pass the array as apply takes an array of arguments. Since we are not reading anything from this, we can simply pass null as first parameter.

Solution:

**arr = [1,4,55,8,11]**

**function getMax(arr){ // accepting array as an parameter**

**return Math.max.apply(null, arr); // since we are not reading anything from any object, we are using null as first parameter. We can use Math itself instead of null**

**}**

**getMax(arr); // We can send array also, as an argument**  
Output: 55

## \*\*74) this

**Question:** What is this in JavaScript?

**Answer:**  There are 7 different cases where the value of this varies.

1. In the global object or inside a function this refers to the window object. Also in closure function, this refers to window object.
2. **While executing a function in the context of an object, the object becomes the value of this.**
3. **Inside IIFE (immediate invoking function Expression) “**this” refers to window object.
4. **Inside a** setTimeout **function, the value of this is the** window object**.**
5. **If you use a constructor (by using new keyword) to create an object, the value of this will refer to the newly created object.**
6. **You can set the value of this to any arbitrary object by passing the object as the first parameter of bind, call or apply.**
7. **For DOM event handler, value of this will be the element that fired the event. Suppose button click event is there, in this case this will refer to the button**

# 75) Rapid Fire Questions:

**Question:** What is typeof []

**Answer:** Object. Actually Array is derived from Object. If you want to check array use Array.isArray(arr)

**Question:** What is typeof arguments

**Answer:** Object. **arguments are like array but not an array**. It has length, can access by index but can't push pop, etc.

**Question:** What is 2+true

**Answer:** 3. The plus operator between a number and a boolean or two boolean will convert boolean to number. Hence, true converts to 1 and you get result of 2+1

**Question:** What is true + true

**Answer:** 2. The plus operator between a number and a boolean or two boolean will convert boolean to number. Hence, true converts to 1 and you get result of 1+1

**Question:** What is false + false

**Answer:** 0. The plus operator between two boolean will convert boolean to number so you get result of 0 + 0

**Question**: What is "false" + "false"

**Answer:** falsefalse. [Both operands are strings]

**Question:** What is '6'+9

**Answer:** 69. If one of the operands of the plus (+) operator is string it will convert other number or boolean to string and perform a concatenation. For the same reason, "2"+truewill return "2true"

**Question:** What is the value of 4+3+2+"1"

**Answer:**  91. The addition starts from the left, 4+3 results 7 and 7+2 is 9. So far, the plus operator is performing addition as both the operands are number. After that 9 + "1" where one of the operands is string and plus operator will perform concatenation.

**Question:** What is the value of "1"+2+4

**Answer:** "124". For this one "1" + 2 will produce "12" and "12"+4 will generate "124".

**Question:** What is the value of -'34'+10

**Answer:** -24. minus(-) in front of a string is an unary operator that will convert the string to a number and will make it negative. Hence, -'34' becomes, -34 and then plus (+) will perform simple addition as both the operands are number.

**Question:** What is the value of  -'34' + '10'

**Answer:** "-3410"

**Question:** What is the value of +'dude'

**Answer:** NaN. The plus (+) operator in front of a string is a unary operator that will try to convert the string to number. Here, JavaScript will fail to convert the "dude" to a number and will produce NaN.

**Question:** If you have var y = 1, x = y = typeof x; What is the value of x?

**Answer:** "undefined" [Because x is undefined ]

**Question:** for var a = (2, 3, 5, 65); what is the value of a?

**Answer:** 65. The comma operator evaluates each of its operands (from left to right) and returns the value of the last operand.

**Question:** for var a = (1, 5 - 1) \* 2 what is the value of a?

**Answer:** 8

**Question:** What is the value of !'bang'

**Answer:** false. ! is NOT. If you put ! in front of truthy values, it will return false.

[false + true = false], Using !! (double bang) is a tricky way to check anything truthy or falsy by avoiding implicit type conversion of == comparison.

Note:

**!""** Output: true (false + false = true)

**!!"bang"**Output: true (false + false + true = true)

**!!""**Output: false (false + false + false = false)

**Question:** What is the value of parseFloat('12.3.4')

**Answer:** 12.3

**Question:** What is the value of Math.max([2,3,4,5]);

**Answer:** NaN (Because syntax is incorrect, **Math.max(2,3,4,5);** this is correct syntax)

**Question:** 3 instanceof Number

**Answer:** false [if you are creating instance with new keyword, only in that case instanceof returns true]  
  
**Question:**  What will be the output?

var three = Number(3)

three instanceof Number

Output: false

**Question:**  What will be the output for below code?

var three = new Number(3)

three instanceof Number

**Answer:** true [if you are creating instance with new keyword, only in that case instanceof returns true]

**Question:**null == undefined

**Answer:** true

**Question:**null === undefined

**Answer:** false [typeof null is object and typeof undefined is undefined]

**Question:**What is the boolean value of !!function(){};

**Answer:** true

**Question:** What is the value of typeof bar

**Answer:** "undefined"

**Question:** What is the value of typeof null

**Answer:** "object"

**Question:** If var a = 2, b =3 what would be value of a && b

**Answer:** 3[if a is truthy then return b and if a is falsey then return a, this is how logical && works, here a is truthy]

**Question:** What is -5%2

**Answer:**-1. the result of remainder always get the symbol of first operand

**Question:**42..toString()

**Anwser:** "42" // 42 is string now….Earlier it was a number

If you want to convert the number to a string you cannot write like number.toString() in JavaScript. To achieve this follow below 5 syntaxes:

2..toString();// the second point is correctly recognized  
2.toString();// note the space left to the dot  
(2).toString();// 2 is evaluated first

/\* convert number to string without toString method \*/

2 + “” // number alongwith empty string

String(2) // this is also popular way to convert number into string type

**Question:**42.toString();

**Anwser:** Uncaught SyntaxError (You cannot convert a number to a string by using single dot notation)

**Question:** 4.2..toString();

**Anwser:** //SyntaxError: you cannot convert float like this.

**Question:**42 .toString() //note the space at left before the dot

**Anwser:** "42"

**Question:** typeof(NaN)

**Anwser:**"number"

**Question:** 2 in [1,2]

**Anwser:** false. Because "in" returns whether a particular property/index available in the Object. In this case object has index 0 and 1 but don't have 2. Hence you get false.

**Question:** 2,1 in [1,2]

true

|  |  |
| --- | --- |
| 76) | instanceof  The instanceof**operator** tests whether an object is available in its prototype chain or not. Syntax: object instanceof constructor  Checks the current object and returns true if the objectis of the specified object type. |

var color1 = new String("green");

color1 instanceof String; // returns true

var color2 = "coral"; //not using ‘new’ keyword and no type specified

color2 instanceof String; // returns false (color2 is not in String prototype)

One thing worth mentioning is instanceof evaluates to true if the object inherits from the classe's prototype:

var p = new Person("Jon");

p instanceof Person

That is p instanceof Person is true since p inherits from Person.prototype.

--------------------------------------------------------------

75) Extract numbers from the array and then print the sum of all the numbers.

Ans:

var arr = [11, "a" , "b", 3, 5, 8, "c", 2, 4];

function arraySum(arr){

var sum = 0;

for(var i=0; i<arr.length; i++){

if(typeof arr[i] == 'number'){

sum = sum + arr[i];

}

}

return sum;

}

arraySum(arr); // array passing

Output: 33

## 76. log prefix

Que: How could you set a prefix before everything you log? for example, if you log('my message') it will log: "[amy] my message"..

**Answer:** Just get the arguments, convert it to an array through **Array.prototype.slice.call**, and unshift whatever prefix you want to set. Finally, use apply to pass the arguments array to console.

**Answer:**

function LogMyName(){

var args = Array.prototype.slice.call(arguments); // we created array here

args.unshift('[Amy]'); // attached prefix **amy** here

console.log.apply(null,args); // since we are not reading anything from any object, we are taking null as a first parameter. Instead of null, console is also acceptable as 1st parameter

}

LogMyName("Hi");

LogMyName("Amol this side", "Location Pune");

LogMyName("May I have your attention please", "I am waiting:)");

**Ouput: [Amy] Hi**

**[Amy] Amol this side Location Pune**

**[Amy] May I have your attention please I am waiting:)**

.

# Check below 2 examples carefully:

Ex:1)

function add(a,b){

console.log(a + b)

}

add(10,20);

Output: 30

Ex:2)

function add(a,b){

return;

console.log(a + b)

}

add(10,20);

Output:**undefined**[console will show nothing here because your return statement stops your function execution, so the next console statement will not execute.We **can use return keyword anywhere in the function: at the last, at the middle or at very first line**. Only the thing is, next statements which comes after return statement in the function body, will not execute at all]

77) What will you see in the console for the following example?

**var a = 11; // global variable**

**function b() { a = 10; return; } // value of a is 10 now…**

**function c() { a = 100; }**

**b();**

**console.log(a);**

**c();**

**console.log(a);**

**Output: 10**

**100**

\*\*Remember when you change your global variable’s value in any function, then on next moment, the same variable moves with new value [Local value which he has taken from previous function]

## When a return statement is find in a function body, the execution of the function is stopped. If specified, a given value is returned to the function caller. If the expression is omitted, undefined is returned instead. The following all return statements break the function execution:

**return;**

**return true;**

**return false;**

**return x;**

**return x + y /3;**

### Automatic Semicolon Insertion: **ASI** Line terminator is not allowed between the return keyword and the expression.

For Ex:  
return

a + b;

### is transformed by ASI into:

return;

a + b; // this statement will not execute..

### Interrupt a function

A function immediately stops at the point where return is called.**We can use return keyword *anywhere* in the function: at the last, at the middle or at very first line**

**function counter() {**

**for (var count = 1; count < 10; count++) {**

**console.log(count + 'A'); // until 5**

**if (count === 5) {**

**return; // we can use return keyword anywhere in the function**

**}**

**console.log(count + 'B'); // until 4**

**}**

**console.log(count + 'C');**

## // never appears because this statement will execute after for loop finish but due to return statement, execution moves out of the main function ….

**}**

**counter();**

// Output:

// 1A

// 1B

// 2A

// 2B

// 3A

// 3B

// 4A

// 4B

// 5A

-----------------------------------------------------------------------------------------------------------------------------------

78) What will you see in the console for the following example?

var a = 1;

function b() {

a = 10;

return;

function a() {} // a is empty function

}

b();

console.log(a);

**Output: 1**

#### Above example Explanation:

* function declaration function a(){} is hoisted first and it behaves like var a = function () {};. Hence in local scope variable a is created.
* If you have two variables with same name (one in global another in local), local variable always get precedence over global variable.
* When you set a = 10, you are setting the local variable a , not the global one. Hence, the value of global variable remain same and you get, 1 in the log.
* **Extra:** If you didn’t have a function named as "a", you will see 10 in the log.

----------------------------------------------------------------------------------------------------------------------------

## 79) Closures Inside Loops

**Question:** You have for loop and within for loop, you have setTimeout function.

What will be the output for below code?

for(var i = 0; i < 10; i++) {

setTimeout(function() {

console.log(i);

}, 10);

}

**Answer:** The above will not output the numbers 0 through 9, but will simply print the number 10 ten times.

**Explanation:** The console log is inside the anonymous function of setTimeout and setTimeout is executed when current call stack is over. So, the loop finishes and before setTimeout get the chance to execute. However, anonymous functions keep a reference to i by creating a closure. Since, the loop is already finished, the value i has been set to 10. When setTimeout use the value of i by reference, it gets the value of i as 10. Hence, you see 10 ten times.

**Solution:**You can fix it by avoiding closure. Just create a IIFE (Immediately Invoked Function Expression), it will create its own scope and you can pass i to the function. In that case i will be a local variable (will not refer to i in the closure) and value of i in every loop will be preserved.

for(var i = 0; i < 10; i++) {

setTimeout((function(i) {

console.log(i);

})(i), 10)

}

----------------------------------------------------------------------------------------------------------------------------------------

# The `delete` Operator in JavaScript

The purpose of delete is to delete things. More specifically, it deletes object properties. For example:

**var** multiverse **=** {

earth1**:**"Silver Age",

earth2**:**"Golden Age"

};

**delete** multiverse.earth2;

console.log(multiverse);

***Output: { earth1: "Silver Age" }***

\*\*\*\*The delete operator **cannot delete ordinary variables**

**For Ex:**

**var** alex **=**"Alexander Luthor";

**delete** alex;

console.log(alex);

***// Output: "Alexander Luthor" // delete unable to delete ordi*nary var**

Delete operator:

var anObject = { left : 1, right : 2};

console.log(anObject.left) ; // 1

delete anObject.left; // left property deleted here

console.log(anObject.left); // undefined

console.log("left" in anObject) ; //false, since left is not anObject’s property, it’s deleted already

console.log("right" in anObject) ; // true

Output:

1

undefined

false

true

--------------------------------------------------------------------------------------------------------

‘delete’ Operator:

Check below example:

var P = { prop: 42 };

var O = Object.create(P); // P is O's prototype.

When you retrieve O.prop, you get the value of prop from O if O has a property with that name (even if its value is undefined), but if O doesn't have the property at all, then the value will be retrieved from P.prop instead.

alert(O.prop); // "42" since O doesn't have its own prop, but P does.

O.prop = undefined;

alert(O.prop); // "undefined" since O has its own prop.

delete O.prop;

alert(O.prop); // "42" since the delete "unmasked" P.prop.

**80) Question:** Look at the code below, I have a property in object and I am creating a new object where I am setting it to a new value. If I delete that property what will i get if I try to access that property?

var myObject = {

price: 20.99,

get\_price : function() {

return this.price;

}

};

var customObject = Object.create(myObject);

customObject.price = 19.99;

delete customObject.price;

console.log(customObject.get\_price());

**Output: 20.99**

**82) Question:** **What is curring**

**OR**

**How would you implement currying for any functions in JavaScript?**

Curring is *partial* invocation of a function. Currying means first few arguments of a function is pre-processed and a function is returned. The returning function can add more arguments to the curried function. It's like if you have given one or two spice to the curry and cooked little bit, still you can add further spice to it.

**Ex 1)**

<script>

function addBase(base){ // this is a base function..

return function(num){

console.log(base + num)

}

}

var addTen = addBase(10); // the value 10 will add up every time ..

addTen(5); //output 15 // we are calling object here…

addTen(80); //Output 90 , calling object here…

addBase(2)(3) // calling base function, another way to call curried function, first argument is passed to curried function & another argument is passed to inner function..

</script>

**Output: 15**

**90**

**5**

**-----------------------------------------------------------------------------------**

**Ex. 2) Currying with 2 inner functions:**

function parent(base){

return function(num1){

return function(num2) {

console.log(base + num1 + num2)

}

}

}

parent(2)(3)(4) **Output: 9**

**-------------------------------------------------------------------------------------------------------------------------------------**

83) How to find whether your input number is prime or not?

Ans:

**function Prime\_find(n)**

**{**

**if (n < 2) return false; // 1 is not prime by default so less than 2 here..**

**var q = Math.floor(Math.sqrt(n));**

**for (var i = 2; i <= q; i++)**

**{**

**if (n % i == 0)**

**{**

**return false;**

**}**

**}**

**return true;**

**}**

**Prime\_find(17);**

**Output: true**

84) Fibonacci series with simple way and with recursive function:

**function fibonacci(n){**

**var fibo = [0, 1]; // at index zero value zero we are storing and at index 1, value 1 is stored..**

**if (n <= 2) return 1;**

**for (var i = 2; i <=n; i++ ){**

**fibo[i] = fibo[i-1]+fibo[i-2];**

**}**

**return fibo[n];**

**}**

**fibonacci(12)**

**Output: 144**

**Fibonacci with recursive function:  
function fibonacci(n){**

**if(n<=1)**

**return n;**

**else**

**return fibonacci(n-1) + fibonacci (n-2);**

**}**

**fibonacci(14);**

**Output: 377**

## 86) swap numbers without temp

**function swapNumb(a, b){**

**console.log('before swap: ','a: ', a, 'b: ', b);**

**b = b -a;**

**a = a+ b;**

**b = a-b;**

**console.log('after swap: ','a: ', a, 'b: ', b);**

**}**

**swapNumb(2, 3);**

**Output:**

**before swap: a: 2 b: 3**

**after swap: a: 3 b: 2**

**---------------------------------------------------------------**

**87) Write a function that increase value of a variable by 1, at each second.**

Ans: You will need setInterval() method here

function Counter() {

var num = 0;

setInterval(function() {

num++;

console.log(num);

}, 1000);

}

Counter();

**Note: \*\*\*\*setInterval function is working like closure here..**

**----------------------------------------------------------------------------------------------------------**

# Object oriented concepts in JavaScript: Abstraction: Abstraction is a process where you show only “relevant” data and “hide” unnecessary details from the user. Consider your mobile phone, you just need to know what buttons are to be pressed to send a message or make a call, What happens when you press a button, how your messages are sent, how your calls are connected is all abstracted away from the user.

# Encapsulation: Encapsulation is the process of combining data and functions into a single unit called class. In Encapsulation, the data is not accessed directly; it is accessed through the functions present inside the class. In simple words, attributes of the class are kept private, and public getter and setter methods are provided to manipulate these attributes. Thus, encapsulation makes the concept of data hiding possible.

Inheritance: refers to an object being able to inherit methods and properties from a parent object (a class in other OOP languages or a function in JavaScript.)

**--------------------------------------------------------------------------------------------**

**Toptal.com ques starts**

What is a potential pitfall with using typeof bar === "object" to determine if bar is an object? How can this pitfall be avoided?

\*\***Pitfall**: unexpected or surprising difficulty

**Although typeof bar === "object" *is* a reliable way of checking if bar is an object, the surprising gotcha in JavaScript is that null, functions and arrays are *also* considered as an object!**

For Ex:  
**var bar = []; // var bar = function() {}; // var bar = null;**

**console.log((bar !== null) && (typeof bar === "object") && (bar.constructor !== Array));**

Que: What is the significance, and what are the benefits, of including 'use strict' at the beginning of a JavaScript source file?

Ans: Some of the key benefits of strict mode include:

* **Makes debugging easier.** Code errors that would otherwise have been ignored or would have failed silently will now generate errors or throw exceptions, alerting you sooner to problems in your code and directing you more quickly to their source.
* **Prevents accidental globals.** Without strict mode, assigning a value to an undeclared variable automatically creates a global variable with that name. This is one of the most common errors in JavaScript. In strict mode, attempting to do so throws an error.
* **Disallows duplicate property names or parameter values.** Strict mode throws an error when it detects a duplicate named property in an object (e.g., var object = {foo: "bar", foo: "baz"};) or a duplicate named argument for a function (e.g., function foo(val1, val2, val1){}).
* **Throws error on invalid usage of delete.**

What will the code below output? Explain your answer.

console.log(0.1 + 0.2);

console.log(0.1 + 0.2 == 0.3);

An educated answer to this question would simply be: “You can’t be sure. it might print out “0.3” and “true”, or it might not. Numbers in JavaScript are all treated with floating point precision, and as such, may not always yield the expected results.”

The example provided above is classic case that demonstrates this issue. Surprisingly, it will print out:

0.30000000000000004

false

Write a simple function (less than 80 characters) that returns a boolean indicating whether or not a string is a [palindrome](http://www.palindromelist.net/).

**Ans:**

The following one line function will return true if str is a palindrome; otherwise, it returns false.

function isPalindrome(str) {

str = str.toLowerCase();

// **String(str).toLowerCase();** if you are passing number then convert number to string first

return str == str.split('').reverse().join('');

}

// The join() method joins the elements of an array into a string, and returns the string. And remember we cannot use reverse method with string type so converting string into an array

console.log(isPalindrome("level")); // logs 'true'

console.log(isPalindrome("levels")); // logs 'false'

console.log(isPalindrome("Nitin")); // logs 'true', N is different than last character ‘n’ that is why we are converting our string to lowercase first

Write a sum method which will work properly when invoked using either syntax below.

console.log(sum(2,3)); // Outputs 5

console.log(sum(2)(3)); // Outputs 5

**Solution:**

function sum(x) {

if (arguments.length == 2) {

return arguments[0] + arguments[1];

}

// currying in else block

else {

return function(y) { return x + y; };

}

}

sum(2)(3) // sum(2, 3) is also acceptable

In JavaScript, functions provide access to an arguments object which provides access to the actual arguments passed to a function. This enables us to use the length property to determine at runtime the number of arguments passed to the function.

If two arguments are passed, we simply add them together and return.

Otherwise, we assume it was called in the form sum(2)(3), so we return an anonymous function that adds together the argument passed to sum() (in this case 2) and the argument passed to the anonymous function (in this case 3).

What will the code below output to the console and why ?

console.log(1 + "2" + "2");

console.log(1 + +"2" + "2");

console.log(1 + -"1" + "2");

console.log(+"1" + "1" + "2");

console.log( "A" - "B" + "2");

console.log( "A" - "B" + 2);

Hide answer

The above code will output the following to the console:

"122"

"32"

"02"

"112"

"NaN2"

NaN

What will the following code output to the console and why:

var hero = {

\_name: 'John Doe',

getSecretIdentity: function (){

return this.\_name;

}

};

var stoleSecretIdentity = hero.getSecretIdentity;

console.log(stoleSecretIdentity());

console.log(hero.getSecretIdentity());

The code will output:

undefined

John Doe

The first console.log prints undefined because we are extracting the method from the hero object, so stoleSecretIdentity()is being invoked in the global context (i.e., the window object) where the \_name property does not exist.

One way to fix the stoleSecretIdentity() function is as follows:

var stoleSecretIdentity = hero.getSecretIdentity.bind(hero);

# 1. What are JavaScript types?

There are 7 data-types in JavaScript. They are as follows:

1. Number // typeof 2;
2. String // typeof “2”;
3. Boolean // typeof true
4. Function // typeof function f(){}
5. Object // var a = {}; typeof a; [Array is also object]
6. Null // Remember, typeof null returns object
7. Undefined // typeof undefined

**4. What is the use of isNaN function?**

isNan function returns true if the argument is not a number otherwise it is false.